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\[ x = a(\ldots) \]
\[ y = b(\ldots) \]
\[ z = c(x, y) \]
\[ w = d(x, z) \]
\[ q = e(z, x) \]
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Shared memory

\[ \text{comm} = \text{memory} \]
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Mutual exclusion (broken)

\[
\text{occupied} = \text{False}
\]

\[
\text{if} \ (\neg \text{occupied}) \Rightarrow \\
\text{occupied} = \text{true} \quad \text{update}
\]

\[
\text{work} \leq \text{race condition}
\]

\[
\text{occupied} = \text{false}
\]

\[
\text{else}
\]

\[
\text{data race}
\]

\[
\text{data (variable)}
\]

\[
\text{read} \quad \text{dep}
\]

\[
\text{control}
\]
$$y = b(\;\)$$
```
syscall b is done
```

$$x = a(\;\)$$
```
syscall a is done
```

---

$c_1$:
```
y = b(\ ... \)
while (a is not done) {
  \text{do nothing}
}
```