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Abstract

The reliability of software with a Deep Neural Network (DNN) as a component is urgently important

today given the increasing number of critical applications deployed with DNNs. The need for

reliability raises a need for rigorous testing of the safety and trustworthiness of these systems.

In the last few years, there have been a number of research efforts focused on testing DNNs.

However, the existing methods have several limitations. The methods that test DNNs with pixel-

level manipulations on seed inputs do not consider the validity of the inputs which results in

invalid inputs wasting testing time and inflating coverage values. The methods that use feature-

level manipulations avoid invalid inputs. However, they either lack a mechanism to automatically

learn the features which makes them costly and infeasible for complex datasets or they do not

systematically test DNNs with feature-diverse and rare inputs because of which the methods are

inadequate to ensure the reliability of DNNs. This thesis advances the state of DNN testing by

proposing a DNN testing framework, DisTest, that addresses all these limitations. A black-box

test adequacy criterion, IDC, and a black-box test generation algorithm, CIT4DNN, are developed

over the framework for measuring the feature diversity of test inputs and generating diverse and

rare test inputs respectively. Experimental studies demonstrate that the test coverage measured by

IDC reflects the feature interactions present in a test set and is more sensitive to feature diversity

than the baseline test coverage metrics. CIT4DNN generates test inputs with 100% test adequacy

and is cost-effective when compared to the baseline test generation algorithms.
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Chapter 1

Introduction

Deep Neural Networks (DNN) are increasingly being deployed in mission and safety critical systems,

e.g., [8, 100, 120, 82]. Similar to traditional programmed software components, these learned DNN

components require significant testing to ensure that they are reliable and thus fit for deployment.

A DNN learns to approximate an unknown target function f : Rn → Rm over a data distribution

X , by training on the observed data that is representative of X . The DNN is expected to make

accurate predictions on valid inputs, the inputs that are drawn from X . The input domain of a

DNN I = Rn is often high dimensional; for example, the CIFAR10 dataset has 3072 dimensions [70].

However, the realistic or valid data is distributed on a manifold of low-dimension, d, within the

high dimensional input domain, d≪ n [37]. This concept is demonstrated in Figure 1.1 using the

Swiss roll dataset [14]. The Swiss roll dataset is a 3-D dataset. However, the valid data can be

represented in a 2-D space by unrolling the dataset. Inputs sampled from the 3-D space might

not lie on the data manifold resulting in invalid inputs; the points marked in grey on the plot.

As a result, testing methods that consider the whole input domain I risk overestimating the valid

inputs, which can be inefficient and misleading.

Many DNN testing methods do not check the validity of the inputs used in testing [99, 129, 47,

125, 95, 144]. These methods test DNNs with both valid and invalid inputs. Figure 1.2 depicts valid

test inputs and selected invalid test inputs from two DNN test generation techniques [99, 125]. Not

distinguishing between valid and invalid input can be problematic for DNN testing and presents

two challenges. The first challenge, (C1), is that the testing techniques that generate invalid inputs

increase cost with little value added for testing the functional logic of DNNs. When a test case fails,
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Figure 1.1: The Swiss roll dataset [14]. The left plot shows that dataset that is 3-D. The right
plot shows the data unrolled in a 2-D space. The points marked in grey on the left plot are invalid
inputs as they do not lie on the data manifold.

developer time is required to triage the failure. A high rate of invalid inputs runs the risk that

developers will avoid using these techniques, thereby negating their purported value. Whereas for

traditional software, the coverage produced by invalid inputs is confined to the input validation

and error logic, for DNNs an analogous separation of coverage is not guaranteed. This results in

the second challenge, (C2) – invalid tests can artificially boost coverage thereby providing a false

notion of adequacy to the developers. These challenges highlight the importance of including input

data distribution in the testing process for DNNs.

DNN testing methods that apply pixel-level manipulations on the seed images to generate

test inputs, e.g., [99, 129, 47, 135, 145] do not vary the features of X [155, 35]. Features are

the underlying factors of variation of X , combinations of which give rise to the diversity in the

data. For example, for an input domain including handwritten zeros, stroke thickness, and slant

are two possible features. A combination of these two features results in samples with varying

stroke thickness and slant as shown in Figure 1.3. Methods that do not exercise the feature space

systematically present a challenge to DNN testing, (C3) – the methods that do not adequately

explore the feature space risk missing inputs on which the DNN has not learned to make accurate

predictions [59]. DeepHyperion and other research that aims to generate feature-diverse inputs rely

on manual expertise to construct a model of the input features [155, 40, 20]. Manually identifying

the features of the input data is costly and challenging for complex datasets, and this research

refers to this challenge as (C4). For example, ImageNet [33] dataset has 1000 categories and

manually identifying the features and constructing a model to vary the features is not practical.
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Figure 1.2: Valid tests vs In-
valid tests. Top Row: Valid
tests from MNIST training
dataset. Middle Row: In-
valid tests from DeepCon-
colic. Bottom Row: Invalid
tests from DeepXplore

Figure 1.3: Diversity of digit 0 of
MNIST with respect to variation
in the slant and stroke thickness
features.

Figure 1.4: Rare inputs sam-
pled from the MNIST data
distribution.

Hence research methods should develop automatic strategies to test DNNs with diverse inputs and

formulate test adequacy over the feature interactions to systematically cover the feature space.

Feature combinations occur in real-world data with varying probabilities and inputs with low

probability of occurrence are referred to as rare inputs. For example, Figure 1.4 shows rare input

sampled from the MNIST data distribution. While existing methods might handle rare inputs, they

do not systematically explore the target density of rare inputs and do not achieve feature interaction

test adequacy [61, 155]. This results in the challenge, (C5) – Failing to test the system behavior

using the systematic exploration of the rare inputs can make deep learning systems unreliable. For

example, in a fatal Tesla crash, the Autopilot was not able to detect the white side of a tractor-

trailer against a brightly lit sky and a GM autonomous vehicle crashed into a bus in this rare

circumstance [1, 41]. There is a need for testing methods to include systematic coverage of the

target density of the rare inputs in the feature space to ensure the reliability of DNNs.

This research proposes distribution-aware DNN testing to address challenges (C1)-(C5) faced

by the existing DNN testing approaches. First, the research demonstrates the limitations of the

existing methods with respect to invalid inputs and shows how including the data distribution in

the test generation can address these limitations. Then a framework, DisTest is proposed that

includes a model of the data distribution and contains building blocks for adequately testing DNNs

with valid, diverse, and rare inputs. Next, this research using the components of DisTest proposes

a black-box test adequacy metric, IDC, and a black-box test generation algorithm, CIT4DNN.
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Finally, empirical evaluation is used to demonstrate the effectiveness of IDC and CIT4DNN.

Developing DisTest has several challenges. The framework requires 1) a representation of the

feature space of the training data that can be formulated without manual expertise, 2) a mechanism

to systematically explore the feature space in order to adequately test with diverse inputs, and 3) a

method to use low-probability feature combinations for testing with rare inputs. DisTest meets these

challenges by using a generative model to automatically learn a low-dimensional representation of

the features of the training data, called the latent space. DisTest contains combinatorial interaction

testing (CIT) tools for systematically exploring the latent space to test DNNs with feature-diverse

inputs [28]. Rare inputs are spread out on the low-density regions of the latent space. DisTest

provides a representation of target density on the latent space to support testing with rare inputs.

IDC applies CIT on a target density of the partitioned latent space to measure test coverage

proportional to the t-way feature combinations present in a test set. While IDC measures test

coverage, CIT4DNN applies constrained CIT on the partitioned latent space to generate test inputs

that cover the t-way feature combinations of a target density resulting in test diversity and rare

inputs.

Thesis Statement: A DNN testing framework equipped with a model of the input data distri-

bution can be developed to address the challenges related to the validity, diversity, and rareness of

the inputs used in DNN testing.

The primary contributions of this work are:

1. demonstration of limitations of existing DNN testing methods in their treatment of invalid

inputs using empirical studies,

2. a technique to guide gradient-based testing algorithm to include valid inputs in testing,

3. DisTest, a framework for incorporating input data distribution in the testing process and

using it as a domain for testing DNNs,

4. IDC, a black-box test adequacy criterion for measuring feature interaction adequacy of DNNs,

and experimental evaluation that demonstrates the sensitivity of IDC to feature diversity in

test sets,

5. CIT4DNN, a black-box test generation method for generating diverse, and rare test inputs
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that systematically cover a target density of the input distribution, and experimental evalu-

ation that demonstrates the effectiveness of CIT4DNN.

The remainder of this dissertation is organized as follows. Chapter 2 describes the concepts

discussed in this work including deep neural networks, generative models, and combinatorial in-

teraction testing. Chapter 3 demonstrates the limitations of the existing DNN testing methods,

and Chapter 4 presents the framework, DisTest, for testing DNNs using the input data distribu-

tion. Chapter 5 and Chapter 6 discuss the two applications developed over DisTest, IDC and

CIT4DNN, and experimental evaluation demonstrating their effectiveness. Chapter 7 presents

the related literature and Chapter 8 concludes the work and provides possible future research

directions.
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Chapter 2

Background

This chapter presents the concepts, notations, and combinatorial interaction testing metrics used

in this research.

2.1 Deep Neural Networks

A neural network, N : Rm → Rn, is trained to make predictions using a corpus of training data,

(x,y) ∈ T , where training inputs, x ∈ Rm, are associated with training labels, y ∈ Rn, that

define the desired definition of N [43]. Networks are a directed graph of neurons with trainable

parameters associated with the incoming edges to a neuron and a non-linear activation function

applied on the outgoing edge of the neuron.

The training process repeatedly selects a training instance, t ∈ T , and uses training loss,

||N (π1(t))− π2(t)||, to modify parameters, where πi(·) returns the ith element of a tuple. Training

continues either for a fixed duration or until a specific criterion on the history of the training loss

is met. A trained network is evaluated to determine its capability to generalize to the unknown

distribution from which the training input data are drawn, π1(T ) ∼ X , by computing test accuracy

of the network over a set of labeled instances that is disjoint from T .
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q(z | x) p(x | z)

Figure 2.1: Variational Auto-encoder

2.2 Learned Feature Representations

Any cut through the graph comprising a trained N defines a function from Rm to some Rc, where

c is the number of neurons incident to the cut-set. Mapping inputs to Rc through such a function

yields a low-dimensional representation of an input. A network has the capacity to learn many such

representation functions and the process of training adjusts the parameters to produce representa-

tions from which accurate prediction of training labels is possible, thereby minimizing training loss.

The learned representations of training inputs, π1(T ), are determined in large part by the training

labels, π2(T ). For example, input data from a forward facing automobile camera might be used to

train models that predict the probability of collision, the throttle and steering angle to stay within

a lane, or the presence of a pedestrian by a roadside. Training such networks on identical inputs

will result in different learned representations, since the features of those inputs that are relevant

for each of these prediction problems vary.

Researchers have explored a range of techniques for learning representations of input data

that are unbiased by training labels. Autoencoders are defined as the composition of an encoder,

E : Rm → Rk, and a decoder, D : Rk → Rm, networks that are trained to minimize reconstruction

loss, ||x − D ◦ E(x)|| [43]. A trained encoder defines a k-dimensional representation function and

its associated decoder approximates the inverse of that function. For an accurately trained autoen-

coder, the learned latent k-dimensional representation must do an adequate job of representing the

features present in the training inputs. If it did not, then recovery accuracy would be low.

A variational autoencoder (VAE) resembles an autoencoder in that it composes an encoder

network, EX : Rm → Rk, with a decoder trained to minimize recovery error, ||x−DX ◦EX (x)|| [68].

Despite this similarity, VAEs are designed to perform variational inference which demands a struc-
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ture on the learned latent space. In particular, each of the k latent dimensions consists of a pair,

(µ, σ), which define the parameters of a Normal distribution. As depicted in Figure 2.1, the en-

coder learns to map inputs to the parameters of a k-dimensional multivariate Normal posterior

distribution, q(z | x). The decoder learns the dual problem of mapping points in the latent distri-

bution, N (0, 1)k, to the parameters of an input distribution, p(x|z), from which recovered inputs,

x̂, can be sampled. The VAE is trained by maximizing the likelihood of the input data p(x|z) and

minimizing the Kullback-Leibler (KL) divergence between the encoder distribution and the prior

distribution, KL(q(z|x)||p(z)); the latter is commonly assumed to be a standard Normal distribu-

tion. The KL divergence metric measures how different two distributions are, so minimizing this

metric would result in the encoder distribution closely following the prior distribution. The VAE

training objective is:

1

N

N∑
i=1

[Eq(z|x(i))[log p(x
(i)|z)]−KL(q(z|x(i))||p(z))] (2.1)

Like any neural network, a VAE only learns to approximate a target function. Training may

yield a VAE that imperfectly recovers inputs or that imperfectly matches the assumed prior. Re-

cent work has investigated a number of architectural and training strategies that improve VAEs

in terms of their accuracy – as judged by the sharpness of images generated using them, the lack

of mode collapse, and their ability to match a prior. There are several variations of VAEs pro-

posed in literature including β-VAE, FactorVAE, Total Correlation VAE (β-TCVAE), Two-Stage

VAE, and σ-VAE with different objectives including learning disentangled representations, reducing

the distance between the posterior and the prior distributions, and increasing the quality of the

reconstructions [55, 64, 21, 32, 110].

2.2.1 Metrics

There is strong empirical evidence that generative models, such as VAEs, can learn rich and com-

prehensive representations of complex input spaces. For example, researchers have explored the

capability of such models to learn the features present in human faces and to be able to combine

those features to produce realistic images not in the training data [62]. Measuring input realism

is challenging, but a number of metrics have been developed for images, such as Fréchet-Inception

8



Distance (FID) [54] and Inception Score (IS) [17].

The Fréchet-Inception Distance is the Fréchet distance of two distributions taken from a lower-

dimensional ”embedding” space [38]; the embedding used is Inception v3 [54]. FID has established

itself as the de-facto standard metric for both quality and diversity despite having a significant

number of known shortcomings including high bias and sensitivity to test set sizes as well as

varying greatly with different underlying implementations and image preparation methods [10].

A critical issue with FID and related single-valued metrics is their inability to differentiate

a lack of diversity from other failure modes. A recent line of work introduces a 2-dimensional

metric, Density and Coverage [90]. Similar to FID, Density and Coverage use an embedding space,

but instead of measuring the distribution distance, they measure how often generated points (in

the embedding space) occur near real points, where “near” means within the manifold created by

taking the k-nearest-neighbor ball of each point in the original dataset. Intuitively, Coverage is the

percentage of real points that have at least one generated point near them. Density follows as the

rate at which generated points are near-real points.

2.3 Out-of-Distribution Input Detection

Test inputs that do not belong to the training data distribution are referred to as out-of-distribution

(OOD) inputs. OOD detection is an active research area in Machine Learning [143, 105, 113,

79, 53, 3]. There are classifier-based and generative model based approaches. The classifier-

based approaches require labeled data where as generative model based approaches can train in

an unsupervised manner and hence avoid the labeling cost. The classifier-based approaches, such

as Baseline and ODIN, use softmax scores of the classifiers for classifying OOD inputs [52, 79].

The generative model-based approaches, such as Likelihood Regret and Input-Complexity, use the

likelihood of the test inputs estimated by the generative models for classifying OOD inputs [143,

113].

2.4 Combinatorial Interaction Testing

Thorough black-box testing of software with a high-dimensional input space is challenging. Apply-

ing methods such as category-partitioning [96] to construct a finite partition for each input helps
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to a degree, but the combinatorics generally preclude complete coverage of input-partition combi-

nations. For example, for a system with 10 variables and 5 partitions for each variable, a total of

510 = 9765625 test cases are required to cover the full combinatorial space. Combinatorial Inter-

action Testing (CIT) focuses testing on a combinatorial sub-space within which it can guarantee

systematic coverage [28, 30, 71]. CIT methods have been used to both generate test suites that

achieve a desired strength and to measure the strength of a given test to define coverage criteria [28,

72].

CIT when used in test generation, produces test suites that systematically cover a partitioned

input space up to a user-specified arity, t, which is referred to as combinatorial strength [28]. Even

with coarse-granularity partitions, these methods have been shown effective in exposing faults

arising from the interactions between different inputs taking on different values [131]. A CIT test

set is formulated as a covering array where each row corresponds to a test, each column corresponds

to a factor, and the values in a cell are the levels of the factors. A row constitutes a test description

defining a possible set of values, defined by the partitions, for each input. A t-way covering array

guarantees that all t-tuples of factor-level combinations are present in some row of the array and

thereby assures that any interaction among inputs up to t has a chance to be exposed by tests

generated from the CA. For example, 1-way coverage means that within some row, each factor

takes on each of its possible levels; this implies that the number of rows in the array is at least as

large as the number of levels. Consider a testing software that uses two inputs z1, z2 ∈ [−6, 6] that

abstracts the handwritten digits as shown in Figure 1.3. The figure shows each input partitioned

into 10 intervals {p1, p2, .., p10}. A 1-way CA for this configuration results in 10 test descriptions,

{(pi, pj) : i = j & i, j ∈ [1, 10]}, that cover all the diagonal inputs whereas a 2-way CA for this

results in 100 test descriptions, {(pi, pj) : i, j ∈ [1, 10]}, that cover all the inputs shown in the

Figure 1.3.

The bulk of research over the past decades has focused on how to efficiently generate CIT test

sets, for different values of t, given a factor-level model of a system. Researchers have also explored

how the principles of CIT can be applied to define test coverage metrics. Maximoff et al proposed

combinatorial interaction test coverage metrics for measuring the test coverage of existing test

suites, including total t-way coverage which is also referred to as Total variable-value configuration

coverage [89, 72]. The total t-way coverage metric is used in this research.
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Definition 1 (Total variable-value configuration coverage [72]). For a given combination of t vari-

ables, total variable-value configuration coverage is the proportion of variable-value configurations

that are covered by at least one test case in a test set. This measure may also be referred to as total

t-way coverage.

As described above, CIT assumes that there are no constraints among factor-level pairs. In

many systems, however, constraints arise naturally, e.g., that a car cannot be in gear unless the key

is in the ignition. This presents challenges both to CIT-based test generation and coverage met-

rics. Researchers have developed methods for generating constrained CIT test suites that efficiently

incorporate constraints expressed as propositional logic formulae by exploiting data computed by

modern SAT solvers. Cohen et al. defined a general framework that permits propositional con-

straints over input-partition combinations to be incorporated into greedy CIT test input generation

methods [29]. The resulting constrained CIT (CCIT) approach efficiently generates a constrained

covering array, which is a CA whose rows are consistent with the constraints.
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Chapter 3

DNN Testing Using Input Data

Distribution

This chapter 1 focuses on the challenges that DNN generalization presents to testing, and in par-

ticular, how current DNN testing techniques treat valid and invalid inputs. To understand these

challenges, consider the implementation of a traditional software component C, which is developed

to meet a specification S : Rn → Rm ∪ e, where e denotes the error behavior intended for invalid

inputs. In this setting, the input domain Rn is partitioned into valid inputs, V , and invalid inputs,

V = Rn − V , which should yield e.

The testing of C selects a test set T ⊂ Rn and assesses whether ∀t ∈ T : C(t) = S(t). As sketched

in Figure 3.1a, typically C is comprised of input validation, which determines if an input value lies

in V and then executes either functional logic which realizes the behavior of S on V or error

processing for invalid data. Developers have come to rely on several intuitions about such software.

First, input validation logic is distinct from functional logic, demanding testing approaches that

exploit its properties [50, 77, 80, 128] to effectively support it [118, 154, 42]. Second, test suites

that achieve higher coverage are better in that they exercise more of the validation, functional, and

error logic.

Now, consider a DNN, N : Rn → Rm, which is trained to accurately approximate the specifica-

1This chapter is adapted from Dola, Swaroopa, Matthew B. Dwyer, and Mary Lou Soffa. ”Distribution-aware
testing of neural networks using generative models.” 2021 IEEE/ACM 43rd International Conference on Software
Engineering (ICSE). IEEE, 2021.
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C (⃗i) {

if (valid (⃗i))

return logic (⃗i)
else

return error (⃗i)
}

(a) Code

N (⃗i) {
. . .

. . .. . .
return
}

(b) DNN

Figure 3.1: Structure of code and DNN components C and N .

tion, S, possibly unavailable . As sketched in Figure 3.1b, N is comprised of layers of neurons that

are cross-coupled by connections labeled with learned parameters. When the learned parameters

for N are such that Pr(N (i) = S(i) | i ∈ V ) ≥ 1− ϵ, for a desired error ϵ, the network is expected

to generalize to the valid input distribution, V . Even if N were trained to detect invalid data and

respond appropriately, its structure does not force a distinction between input validation, functional

logic, or error processing. In practice, this distinction is uncommon and in this case, N does not

even have an analog for e in its output domain. Because of the lack of this distinction, whether an

input lies in V or V , the computation performed by N overlaps to a large degree, e.g., common sets

of neurons are activated. As a result, Invalid inputs can inflate coverage thereby providing a false

notion of test adequacy to the developers. Hence, DNN test suites that achieve higher coverage are

not necessarily better! Also, when the testing uses a high number of invalid inputs it increases the

testing cost without adding much value and wastes developer time spent in debugging the failures.

This research studies the effects of DNN test generation techniques not distinguishing between

valid and invalid data and characterizes the potential impact of the issues identified above. The

approach leverages a growing body of research from the Machine Learning (ML) community that

learns models of the training distribution, V , from which the training data is drawn [3, 147, 151,

19]. While there are many such models, this work employs the variational auto-encoder (VAE),

leaving the study of alternative models to future work.

Leveraging VAE models, this research studies the techniques representative of the current state

of DNN testing research to make two important observations. First, the existing DNN testing

techniques, such as DeepXplore [99], DLFuzz [47], and DeepConcolic [125], produce large numbers
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of test cases with invalid inputs, which increases test cost without a clear benefit as claimed by

the challenge (C1). Second, the existing DNN test coverage metrics, e.g., [99, 84], are unable to

distinguish valid and invalid test cases, which risks biasing test suites toward including more invalid

inputs in pursuit of higher coverage as claimed by the challenge (C2).

Building on these observations, this work proposes a novel algorithm that combines a VAE

model with existing test generation techniques to produce test cases with only valid inputs. More

specifically, the algorithm formulates the joint optimization of the probability density of valid inputs

and the objective of existing DNN test generation techniques, and uses gradient ascent to generate

valid tests. An experimental analysis on the datasets used in the DNN testing literature [75, 93]

shows the cost-effectiveness of the proposed approach.

This research makes the following contributions:

1. identification of limitations in existing DNN test generation and coverage criteria in their

treatment of invalid input data,

2. development of a technique for incorporating an explicit model of the valid input space of a

DNN into test generation to address those limitations, and

3. experimental evaluation that demonstrates the extent of the limitations and the effectiveness

of our technique in mitigating them.

3.1 Analysis of Existing DNN Test Generation Techniques

The methodology for analyzing test inputs generated by existing test generation techniques is

depicted in Fig. 3.2. DNN(s) under test and the deep generative model are trained on the same

dataset. Test inputs generated by existing DNN test generation techniques for the DNN(s) under

test are passed as inputs to the deep generative model which estimates their densities. These

densities are used by the decision logic to classify inputs as valid or invalid.

For the experiments, a VAE is used for expressing the deep generative model logic, and in

particular, the model proposed by An and Cho [3] where the decoder of a VAE outputs distribution

parameters for the samples generated by the encoder. The probability of generating the original

test input from a latent variable is calculated using these distribution parameters. This probability
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Figure 3.2: Technique for identifying invalid test inputs

is referred to as reconstruction probability. Valid inputs have a higher reconstruction probability

when compared to invalid inputs.

For a dataset under test, referred to as the valid dataset, the method requires identifying another

dataset that has a different distribution. The inputs from this dataset are considered as invalid

inputs. The invalid dataset is selected in such a way that the invalid and valid datasets should

model disjoint data categories. After identifying an invalid dataset, the reconstruction probability

threshold is computed for identifying invalid inputs. Reconstruction probabilities are calculated

for inputs from both valid and invalid datasets. A range of thresholds are generated from the

combined reconstruction probability values of valid and invalid inputs. Then the F-measure is

computed, which is a measure of a test’s accuracy, for these threshold values. The F-measure is

the harmonic mean of precision and recall. A good F-measure balances precision and recall and

results in a fewer number of both false positives and false negatives which means fewer valid inputs

are falsely classified as invalid and fewer invalid inputs are falsely classified as valid. The threshold

value with the highest F-measure is selected for the experiments. When classifying test inputs

generated by DNN test generation techniques, test inputs with reconstruction probability less than

the selected threshold are classified as invalid by the VAE classifier.

The experiment measures the percentage of invalid inputs generated by multiple test generation

techniques and the coverage of both valid and invalid tests. The results of the experiments are used

to answer the research questions related to the limitations of existing techniques presented in

Section 3.3.
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3.2 Distribution-Aware Test Generation

This section describes the proposed technique to generate valid test inputs, and the workflow is

described in Fig. 3.3. The approach leverages the existing gradient ascent based test generation

technique’s objective formulation. The objective of existing test generation techniques is modeled

to increase test coverage and produce inputs that cause the model to make incorrect predictions.

This objective is augmented with probability density estimated by a generative model. Gradient

ascent is used to solve the joint optimization. Maximizing the joint optimization will result in

inputs that follow the distribution of the training data of the DNN under test along with satisfying

the objective of the baseline testing technique.

A detailed description of the test generation algorithm using a VAE as the generative model is

provided in Algorithm 1. The decoder of the VAE outputs the distribution parameters (µx̂ , σx̂) for

the samples generated by the encoder as per the OOD detection algorithm proposed in [3]. The

algorithm requires a DNN under test, an objective function of a baseline gradient ascent based

test generation technique obj1, a probabilistic encoder and decoder as inputs and produces both

a test suite of valid inputs and their test coverage as output. For every input of the seed set, the

probabilistic encoder generates parameters in latent space as shown in line 4 of the Algorithm 1.

In lines 5-7, a sample from the latent space is used by the decoder to calculate the reconstruction

probability of the input. The objective is modeled as a weighted sum of obj1 and reconstruction

probability in line 8. Lines 9-11 show the gradient ascent. The gradient is calculated for the

objective and at this stage, domain constraints, if any, are applied to the gradient and a new test

input is generated. In lines 12-13, the generated test is tested for validity. If this test input causes

the model to mispredict and has a reconstruction probability higher than the threshold, then on

lines 14-15 the coverage is updated and input is added to the generated test suite. The procedure

continues until all seeds are processed. This technique is evaluated using DeepXplore as a baseline

test generation technique in Section 3.3.

3.3 Evaluation

The design and evaluation of experiments for studying existing techniques and demonstrating ef-

fectiveness of this research are described in this section. Experiments are designed to answer the
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Figure 3.3: Technique for generating valid test inputs

Algorithm 1 Valid test input generation using VAE

Input:
X ← Seed inputs
DNN ← DNN under test
obj1 ← Objective function of test generation technique
s ← Step size for gradient ascent
max iterations ← maximum iterations for gradient ascent
fθ, gϕ ← Trained probabilistic encoder and decoder
λ ← hyperparameter for balancing two goals
α ← Reconstruction probability threshold
Output: Set of test inputs, coverage

1: gen test = {}
2: for x in X do
3: for i=1 max iterations do
4: µz, σz = fθ(z|x)
5: draw sample from z ∼ N (µz, σz)
6: µx̂ , σx̂ = gϕ(x|z)
7: obj2 = pθ(x|µx̂, σx̂)
8: obj = obj1 + λ × obj2
9: gradient = ∂obj/∂x

10: gradient = Constraints(gradient)
11: x = x + s × gradient
12: p = Reconstruction Probability(x, fθ, gϕ)
13: if Counter Example(DNN, x) p ≥ α then
14: gen test.add(x)
15: update coverage
16: break
17: end if
18: end for
19: end for
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following research questions:

RQ1: Do existing test generation techniques produce invalid inputs?

RQ2: Existing test generation techniques are guided by test coverage criteria. How do invalid

inputs affect test coverage metrics?

RQ3: VAE based input validation can be incorporated into test generation techniques. How

effective is this technique in generating valid inputs and what is the overhead?

RQ4: Is the determination of invalid inputs sensitive to the generative model used?

3.3.1 Evaluation Setup

All experiments are conducted on servers with one Intel(R) Xeon(R) CPU E5-2620 v4 2.10GHz

processor with 32 cores, 62GB of memory, and an NVIDIA TITAN Xp GPU. The software that

supports our evaluation as well as all of the data described below is available at https://github

.com/swa112003/DistributionAwareDNNTesting.

Test Generation Frameworks

Three state-of-the-art test generation techniques: DeepXplore [99], DLFuzz [47], and DeepCon-

colic [125] are studied to demonstrate the limitations of existing techniques in terms of generating

valid test inputs and satisfying test coverage criteria. The choice of these frameworks is guided

by the categorization of test input generation techniques presented in a recent survey [152] and

the availability of open-source code. The survey categorizes test generation frameworks into three

algorithmic families; one technique from each family is selected for the experiments. DeepXplore is

selected from domain-specific test input synthesis, DLFuzz from fuzz and search-based test input

generation and DeepConcolic from symbolic execution based test input generation categories.

Test Coverage Criteria

DeepXplore and DLFuzz use neuron coverage as the test adequacy criteria whereas DeepConcolic

can be used with neuron coverage, neuron boundary coverage, and MC/DC coverage criteria for

DNNs [99, 84, 127]. Neuron coverage is used as the test adequacy criteria for generating tests using
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Dataset Name Architecture Accuracy
Source #l:#n:#p

MNIST

MNI-1
MNI-2
MNI-3
MNI-4

LeNet-1 [76]
LeNet-4 [76]
LeNet-5 [76]
Custom [125]

3:52:7206
4:148:69362
5:268:107786
7:1300:312202

98.66%
99.03%
99.08%
99.03%

SVHN

SVH-1
SVH-2
SVH-3
SVH-4

ALL-CNN-A [122]
ALL-CNN-B [122]
ALL-CNN-C [122]
VGG19 [116]

7:2248:1.2M
9:2824:1.3M
9:2824:1.3M
19:28884:38M

96%
95.67%
95.98%
94.69%

Table 3.1: Models used in our studies with number of layers (#l), neurons (#n), parameters (#p),
and test accuracy; “M” denotes millions of parameters.

all three frameworks. Resulting test inputs from test generation are analyzed using neuron cover-

age and extended neuron coverage metrics, i.e., k-multisection neuron coverage, neuron boundary

coverage, and strong neuron activation coverage. The remaining coverage criteria discussed in these

works [84, 127] are left for future study.

Datasets and DNN Models

Two popular datasets MNIST [75] and SVHN [93] are used for the experiments. Generative models

can assign higher densities to datasets whose distributions are different from their training datasets

in some cases[92]. For example, a VAE trained on CIFAR10 [70] can assign higher densities to

inputs from the SVHN dataset. When such a model is used for invalid input identification, it might

result in high densities being assigned to invalid inputs which will result in false negatives. Also

selecting the threshold density for deciding invalid inputs becomes challenging in such scenarios.

This problem is actively being addressed by the ML research community[104]. Generative models

trained on MNIST and SVHN do not have this issue [92], so these two datasets are selected for our

research.

MNIST is a collection of grayscale images of handwritten digits with 60000 training images

and 10000 test images. All three frameworks used in the experiments support test generation for

the MNIST dataset. Similar to DeepXplore, the experiments use LeNet-1, LeNet-4 and LeNet-5

networks from LeNet family [76] and a custom architecture used in the DeepConcolic work [125]

for MNIST classification. All four models are convolutional networks with max-pooling layers and
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Dataset MNIST SVHN

Valid MNIST Test SVHN Test

Invalid FashionMNIST Test CIFAR10 Test

F-measure 0.99 0.94

False Positives 0.3% 2.4%

False Negatives 1.42% 6.19%

Table 3.2: F-measure and percentage of false positives and false negatives for VAE-based input
validation model

the number of layers ranging from 3 to 7.

SVHN contains color images of digits in natural scenes and the dataset has 73257 training

images and 26032 test images. All three frameworks are extended with the SVHN dataset. SVHN

classification models are trained with the ALL-CNN-A, ALL-CNN-B and ALL-CNN-C network

architectures proposed in [122] and VGG19 [116] for the experiments. These models are convo-

lutional networks with dropout and either global average pooling or max-pooling layers and the

number of layers range from 7 to 19. The models are summarized in Table 3.1 where measures of

their architecture and test accuracy are reported.

VAE Models

For MNIST, a VAE is trained that outputs distribution parameters using the model architecture

described in [3]. The FashionMNIST dataset [141], is similar to MNIST and contains 28x28

greyscale images. However, the distribution is different from that of MNIST as FashionMNIST

contains clothing images. FashionMNIST is used as the invalid input space for calculating the

reconstruction probability threshold. Since the VAE is not trained on FashionMNIST distribution

and FashionMNIST clothing inputs are semantically unrelated to MNIST digit inputs, the VAE

should output lower reconstruction probabilities for test inputs from the FashionMNIST dataset.

Experiments are conducted with different variations of the generator architecture used in [109]

for selecting a VAE network for the SVHN dataset. For each of the variants, the encoder is created

by transposing the generator network as suggested in [109]. The network that achieved the highest

F-measure for identifying invalid inputs is selected for our experiments. CIFAR10 [70] is used as

the invalid input dataset for calculating the reconstruction probability threshold of VAE trained

on SVHN. F-measure values and percentage of false positives for MNIST and SVHN test datasets
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DNN Testing Technique Valid (%) Invalid (%) Total (%)

MNI-1
DeepXplore 38.5 55.8 55.8
DLFuzz 50 50 50
DeepConcolic - 55.8 55.8

MNI-2
DeepXplore 65.5 75 75
DLFuzz 71.6 70.9 71.6
DeepConcolic - 58.1 58.1

MNI-3
DeepXplore 70.9 79.1 79.1
DLFuzz 78 76.9 78
DeepConcolic - 64.6 64.6

MNI-4
DeepXplore 66.6 73.1 73.3
DLFuzz 71.7 48.0 71.7
DeepConcolic - 63.1 63.1

Table 3.3: Neuron Coverage of test inputs generated by DeepXplore, DLFuzz, and DeepConcolic
for MNIST classifiers

are given in Table 3.2.

3.3.2 Results and Research Questions

This section presents the results of the experiments used to answer the research questions.

RQ1. Do existing test generation techniques produce invalid inputs?

Test inputs are generated for MNIST and SVHN classifiers using the DeepXplore, DLFuzz, and

DeepConcolic techniques. The DeepXplore framework supports three types of input transforma-

tions: lighting, occlusion, and blackout. Tests are generated using all three transformations to

answer RQ1.

Five hundred seed inputs are randomly sampled from each MNIST and SVHN test dataset for

DeepXplore and DLFuzz. DeepXplore and DLFuzz use gradient ascent for test generation, and

the hyperparameters reported in their respective works [99, 47] are used for the study. Similarly,

a neuron coverage threshold of 0.25 is selected as it is commonly used in DeepXplore and DLFuzz

experiments in their original work. The DeepConcolic tool uses a single seed input for test gen-

eration for neuron coverage, and a timeout of 12 hours is used for test generation in the primary

work [125]. The same strategy is used along with the global optimization approach for generating

tests. Generated tests are classified as valid or invalid by using the reconstruction probability met-

ric of VAE. The top row of Fig. 3.4 shows the percentage of invalid test inputs generated by these
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DNN Testing Technique Valid (%) Invalid (%) Total (%)

SVH-1
DeepXplore 44.4 44.4 44.4
DLFuzz 44.8 44.4 44.8
DeepConcolic - 44.2 44.2

SVH-2
DeepXplore 45.5 45.5 45.5
DLFuzz 45.6 45.5 45.6
DeepConcolic - 45.5 45.5

SVH-3
DeepXplore 45.4 45.4 45.4
DLFuzz 45.7 45.4 45.8
DeepConcolic - 45.2 45.2

SVH-4
DeepXplore 74.2 74 74.8
DLFuzz 75.9 73.3 75.9
DeepConcolic - 72.3 72.3

Table 3.4: Neuron Coverage of test inputs generated by DeepXplore, DLFuzz and DeepConcolic
for SVHN classifiers

frameworks for MNIST and SVHN DNN models.

The percentage of tests generated by DeepXplore varies depending on the constraint used. For

all four MNIST classifiers, occlusion constraint produced a high percentage of invalid test inputs

i.e., greater than 90% while blackout constraint generated less than 1% invalid inputs. The lighting

constraint generated 94% and 63% invalid inputs for models MNI-1 and MNI-3 and less than 1%

for the other two. DLFuzz generated invalid inputs in the range 36% to 46% for MNI-1, MNI-2,

and MNI-3 classifiers while less than 1% for MNI-4.

For SVHN classifiers, the occlusion and blackout constraints generated a higher number of

invalid tests when compared to lighting constraints on average. DLFuzz generated invalid inputs

are in the range 9% to 20% for SVHN classifiers. All the test inputs generated by the DeepConcolic

framework for both MNIST and SVHN classifiers are classified as invalid by the VAE model.

Result for RQ1: All three testing techniques studied produced significant numbers

of invalid tests; 42% on average and ranging from 73-100% in the worst-case.

RQ2. Existing test generation techniques are guided by test coverage criteria. How

do invalid inputs effect test coverage metrics?

For this research question, neuron coverage(NC), multi-granularity coverage criteria i.e., k-

multisection neuron coverage (KMNC), neuron boundary coverage (NBC) and strong neuron ac-
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tivation coverage (SNAC) of both valid and invalid tests generated by the three frameworks are

measured. The k-value of 100 is used for measuring KMNC coverage. The cumulative neuron

coverage is also measured for the valid and invalid test inputs. Results are presented in Tables 3.3

and 3.4 for neuron coverage metric and Tables 3.5 and 3.6 have data for multi-granularity coverage

criteria.

Across 8 DNNs, 3 test generation techniques, and 4 coverage criteria, 72% of the time invalid

tests achieved coverage greater than or equal to that achieved by valid tests. The entries in Ta-

bles 3.3, 3.4, 3.5 and 3.6 corresponding to this insight are highlighted in bold. 25% of the time

invalid tests outperform valid for coverage, and 25% of the time invalid coverage boosts overall

coverage by more then 10%.

Result for RQ2: Invalid inputs yield high coverage for a variety of coverage criterion

when compared to valid inputs and they frequently increase coverage beyond that

which would be achieved with valid inputs alone.

RQ3. VAE based input validation can be incorporated into the test generation

techniques. How effective is this technique in generating valid inputs and what is the

overhead?

To answer this question, test inputs are generated by using VAE based input validation along

with a gradient ascent based test generation technique as described in Algorithm 1. DeepXplore is

selected as the baseline test generation technique and density estimated by VAE is incorporated as a

goal into its objective to formulate a joint optimization resulting in DeepXplore+VAE instanciation

of the proposed algorithm. Result of a joint optimization is sensitive to the weights of different goals

used in the objective function. To address this, the weights of the goals of the baseline’s objective

are fixed and a sweep over a range of density weights is performed to find the best configuration.

Gradient ascent is used to generate test inputs for MNIST and SVHN models. 200 seed inputs

are randomly identified from each of the two datasets and used the same seed set and gradient

ascent parameters, i.e., step size and maximum iterations for DeepXplore and DeepXplore+VAE.

The experiments are repeated three times and average results are presented in this section.

The number of valid tests generated along with their neuron coverage for DeepXplore+VAE

and DeepXplore are measured to demonstrate the effectiveness of DeepXplore+VAE. The validity
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of the inputs is measured with respect to the OOD detection algorithm used, i.e., the VAE in this

case. DeepXplore+VAE generates only valid test inputs. Since DeepXplore generates both valid

and invalid test inputs, the input validation module is added to DeepXplore to capture only the

valid test inputs.

Neuron coverage achieved by DeepXplore and DeepXplore+VAE are presented in Figures 3.5

and 3.6 for MNIST and SVHN classifiers respectively. The plots show the coverage over a range

of 200 seed inputs. DeepXplore+VAE achieved neuron coverage greater than or equivalent to that

of the DeepXplore baseline for all 8 DNN models. For the scenarios where DeepXplore is able

to achieve neuron coverage comparable to DeepXplore+VAE, the latter outperformed DeepXplore

in terms of the number of valid inputs generated. Fig. 3.7 contains a comparison of the number

of valid inputs generated by DeepXplore and DeepXplore+VAE for MNIST and SVHN classifiers.

The total valid inputs generated by DeepXplore+VAE for the MNIST models are 5.6 times the

valid inputs generated by DeepXplore. For the SVHN dataset, DeepXplore+VAE generated 1.6

times more valid inputs when compared to DeepXplore. Hence, having VAE in the test objective

guides gradient ascent effectively in searching for valid inputs.

Table 3.7 shows the performance data of DeepXplore+VAE and DeepXplore algorithms for 200

seed inputs. Every iteration of these algorithms has two components, 1) gradient ascent, and 2)

input validation. For each seed input, gradient ascent is performed until it finds a valid test input

or for a maximum of 30 iterations whichever happens first. Input validation is performed only

when the differential oracle fails the generated test input in that iteration. In all the cases, DeepX-

plore+VAE ran for fewer iterations and input validations when compared to DeepXplore. For the

scenarios where the difference between DeepXplore+VAE and DeepXplore’s number of iterations

and input validations is high, DeepXplore+VAE is faster because DeepXplore is spending more

time on generating invalid inputs which are then rejected by the input validation module. When

this difference is small, DeepXplore has better overall run-time, but DeepXplore+VAE generates

more valid inputs and has a lower cost per valid input when compared to DeepXplore. Due to

DeepXplore+VAE’s improved effectiveness in generating valid tests, it improves on DeepXplore’s

”time to produce a valid test” reducing it from 4.7 to 1.7 minutes, on average measured across

three runs.
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DNN
Testing
Technique

Coverage
Valid
(%)

Invalid
(%)

Total
(%)

MNI-1

DeepXplore

KMNC 11.3 58 58.8
NBC - 1.9 1.9
SNAC - 1.9 1.9

DLFuzz

KMNC 49.2 45.3 56.4
NBC - - -
SNAC - - -

DeepConcolic

KMNC - 8.2 8.2
NBC - - -
SNAC - - -

MNI-2

DeepXplore

KMNC 7.1 62 62.4
NBC - 3.4 3.4
SNAC - 6.8 6.8

DLFuzz

KMNC 49.7 40.2 54.2
NBC - - -
SNAC - - -

DeepConcolic

KMNC - 11.2 11.2
NBC - 2.4 2.4
SNAC - 3.4 3.4

MNI-3

DeepXplore

KMNC 12.5 59.2 59.9
NBC 0.2 3.4 3.5
SNAC 0.4 6.7 7.1

DLFuzz

KMNC 45.8 41.6 52.2
NBC - 0.2 0.2
SNAC - - -

DeepConcolic

KMNC - 14.8 14.8
NBC - 1.1 1.1
SNAC - 2.2 2.2

MNI-4

DeepXplore

KMNC 18.7 56.6 57.5
NBC - 1.8 1.8
SNAC - 2.4 2.4

DLFuzz

KMNC 47.5 1.6 47.5
NBC 0.4 - 0.4
SNAC 0.5 - 0.5

DeepConcolic

KMNC - 27.9 27.9
NBC - 3.4 3.4
SNAC - 4.3 4.3

Table 3.5: Multi-granularity neuron coverage of test inputs generated by DeepXplore, DLFuzz and
DeepConcolic for MNIST classifiers
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DNN
Testing
Technique

Coverage
Valid
(%)

Invalid
(%)

Total
(%)

SVH-1

DeepXplore

KMNC 30.7 42.4 46.8
NBC 1.6 5.2 6.6
SNAC 0.7 9.1 9.3

DLFuzz

KMNC 55 38.8 57.9
NBC 2.1 0.4 2.3
SNAC 3.3 0.7 3.6

DeepConcolic

KMNC - 17 17
NBC - 1 1
SNAC - 2 2

SVH-2

DeepXplore

KMNC 35.2 45.4 50.1
NBC 2.3 0.7 2.6
SNAC 1.3 1.2 1.9

DLFuzz

KMNC 58 43.5 61.3
NBC 0.6 1.5 1.8
SNAC 1 1.5 2

DeepConcolic

KMNC - 22.5 22.5
NBC - 0.5 0.5
SNAC - 0.8 0.8

SVH-3

DeepXplore

KMNC 32.2 44.9 48.9
NBC 2.4 0.7 2.8
SNAC 1.4 1.2 2.2

DLFuzz

KMNC 52.9 51 60.2
NBC 0.5 1.6 1.9
SNAC 0.8 2.4 2.8

DeepConcolic

KMNC - 20.2 20.2
NBC - 5.4 5.4
SNAC - 4.5 4.5

SVH-4

DeepXplore

KMNC 24.7 40.4 41.8
NBC 1 4 4.1
SNAC 1.8 5.5 5.7

DLFuzz

KMNC 41.4 29.5 43.4
NBC 1.7 1 1.8
SNAC 2.7 1.8 2.9

DeepConcolic

KMNC - 15.2 15.2
NBC - 1.1 1.1
SNAC - 2.0 2.0

Table 3.6: Multi-granularity neuron coverage of test inputs generated by DeepXplore, DLFuzz and
DeepConcolic for SVHN classifiers
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Figure 3.7: Number of valid inputs generated by DeepXplore and DeepXplore extended with VAE
for MNIST and SVHN models

DeepXplore+VAE DeepXplore
Additional
Iterations

Additional
Input
validations

DNN
Run-time
in mins

Valid
Inputs

Iterations
Input
validations

Run-time
in mins

Valid
inputs

Iterations
Input
validations

MNI-1 96.74 29 5413 882 103.82 1 5972 1832 -559 -950
MNI-2 73.5 54 4910 413 103 3 5913 1812 -1003 -1399
MNI-3 60.39 56 4863 200 96.66 3 5917 1587 -1054 -1387
MNI-4 54.97 52 4736 52 46.57 29 5199 375 -463 -323
SVH-1 97.12 17 5637 27 64.7 12 5737 47 -100 -20
SVH-2 97.96 20 5578 28 66.83 9 5798 60 -220 -32
SVH-3 90.34 21 5539 29 69.83 11 5703 80 -164 -51
SVH-4 143.81 83 4126 219 130.57 53 4547 446 -421 -227

Table 3.7: Run-time analysis of test generation algorithms of DeepXplore+VAE and DeepXplore
for MNIST and SVHN classifiers. The last two columns Additional Iterations and Additional Input
Validations refer to the metrics measured for (DeepXplore+VAE - DeepXplore).

Result for RQ3: Incorporating a VAE into test generation eliminates the gener-

ation of invalid test inputs, significantly increases the generation of valid inputs,

reduces the time to generate valid tests, and increases coverage achieved on gen-

erated valid tests.

RQ4. Is the determination of invalid inputs sensitive to the generative model used?

To answer RQ4, a PixelCNN++ based input validation is used. PixelCNN++ is an autoregres-

sive deep generative model [111]. PixelCNN++ models are trained for MNIST and SVHN datasets.

For each dataset, a threshold for identifying invalid inputs is calculated by using an invalid dataset

and F-measure analysis similar to VAE based detection technique described in Section 3.1. The
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Dataset MNIST SVHN

Valid MNIST Test SVHN Test

Invalid FashionMNIST Test CIFAR10 Test

F-measure 0.99 0.92

False Positives 0.14% 2%

False Negatives 0.56% 10.66%

Table 3.8: F-measure and percentage of false positives and false negatives for PixelCNN++ based
input validation model

F-measure, precision, and recall of the selected thresholds for both datasets are presented in Ta-

ble 3.8.

The percentage of test inputs generated by DeepXplore, DLFuzz and DeepConcolic for the

MNIST and SVHN classification models that are classified as invalid by PixelCNN++ based input

classifier are presented on the bottom row of Fig. 3.4. PixelCNN++ for the MNIST models,

classified a high percentage of test inputs generated by DeepXplore’s light and occlusion constraints

as invalid and classified all test inputs as valid for blackout constraint. For the SVHN classifiers,

occlusion and blackout constraints result in a higher number of invalid inputs when compared to

the light constraint.

The PixelCNN++ classified all test inputs generated by DLFuzz as invalid for MNIST models

and more than 60% of test inputs as invalid for SVHNmodels. All inputs generated by DeepConcolic

are identified as invalid for both models.

The results follow the same trend as observed by VAE based classifier. However, the percentage

of test inputs classified as invalid by PixelCNN++ is less when compared to that of VAE for

DeepXplore generated tests. For DLFuzz, the PixelCNN++ approach resulted in more invalid tests

when compared to the VAE based classifier. Both the VAE and PixelCNN++ based techniques

classified all test inputs generated by DeepConcolic as invalid.

Result for RQ4: Test generators are judged to produce invalid tests with different

OOD techniques, but the number of invalid tests is sensitive to the deep generative

model architecture used.
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3.4 Threats to Validity

The study is designed to provide a degree of generalizability by spanning all of the algorithmic

families of DNN test generation approaches, as well as 2 datasets, 8 models, 4 coverage criteria,

and 2 approaches to out-of-distribution detection. Moreover, the datasets and models chosen are

those that have been used in prior research – which was both a convenience choice and a means of

promoting comparison among methods, e.g., against baselines. Despite these measures, the research

findings may be dependent on these choices.

Further study, especially with additional OOD techniques, beyond VAE and PixelCNN++, is

warranted to understand the generalizability of our findings as relates to the rate at which invalid

inputs are generated and the degree of coverage achieved by those inputs. The research carried out

on adapting test generation with OOD is more limited using a single model, a VAE, and a single

test generation approach, DeepXplore which is a representative of the class of optimization-based

test generation approaches. It is not a simple matter to extend this study to other families of test

generation methods, but that will be necessary to understand the extent to which the benefit of

integrating OOD methods with DNN test generation techniques broadly generalizes.

All of the experiments are run multiple times and cross-checked with the prior work, e.g., that

the same level of coverage is achieved for baseline techniques as was reported in prior work. These

measures were taken to assure the quality of the data reported here and the code is made available

on github for transparency and replicability.
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Chapter 4

DisTest: A Framework For

Distribution-Aware Testing

This chapter presents DisTest – a framework for testing DNNs with valid, diverse, and rare inputs.

DisTest uses an abstraction of the features of the data distribution as a domain for testing DNNs.

The main challenge in formulating the feature abstraction of the data distribution is the lack

of formal input specifications for DNNs. DisTest addresses this lack by exploiting the fact that

the training data for a DNN implicitly defines a space of features that can play the role of the

unavailable input specification.

To illustrate, Figure 4.1 depicts how varying different features for the dSprites dataset [88]

gives rise to different images in the dataset. dSprites inputs are 64 by 64 black and white images,

so the input domain of a model processing these inputs has 4096 dimensions. The plot shows a

small neighborhood in the 6-dimensional latent space learned by training a variational autoencoder

(VAE) [21] on the dSprites training dataset. The latent space is a lower dimensional space inferred

from the input data distribution. The center column in the plot repeats the seed image of the

neighborhood – an axis-aligned ellipse centered in the frame. A row illustrates the variation in a

single latent dimension by decrementing to the left and incrementing to the right the latent vector

computed by the VAE for the seed image. Visually these dimensions appear to capture five features

that correspond; for the first 5 rows, to horizontal coordinate, vertical coordinate, scale, rotation,

and shape variation. The bottom row shows a learned latent dimension that does not vary with
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Figure 4.1: Feature variation in the latent space.

the input and because it encodes no feature of input data, it can be ignored when considering

feature coverage. This is referred to as a noise dimension because it is almost identical to the

assumed Gaussian prior used by the VAE [13]. The near-zero Kullback-Leibler (KL)-divergence

metric (0.0014) measures the similarity between the empirical distribution of values in the dimension

across the training set and a standard Gaussian; all other KL values are at three orders-of-magnitude

larger.

While helpful in illustrating the concept of learned features representations, the dSprites dataset

is specifically designed to generate inputs in R4096 from a set of 5 orthogonal features – the same

features illustrated in Figure 4.1. In general, however, the set of features defining a dataset will not

be known. Consider a DNN, N : Rm → Rn, trained to make predictions using a corpus of training

data, (x,y) ∈ T where x ∈ Rm and y ∈ Rn. The first element of a training instance, x, is an input

vector that represents a sample drawn from the unknown input distribution, x ∈ X , over which the

DNN should generalize. The manifold hypothesis [37] states that real-world data is concentrated

on a low-dimensional surface, X , embedded in the input domain, Rm, where dimX ≪ m.

Leveraging properties of X seems promising for defining a testing domain for several reasons.

First, due to measure concentration asm−dimX grows, |X |
|Rm| quickly approaches zero. Thus testing

that focuses on X has the potential to be more tractable than testing over the full input domain.

Second, inputs in Rm that are not in X do not reflect the domain of definition of a DNN trained

on X and test generation on X does not result in invalid inputs which addresses the challenge (C1)
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and coverage that focuses on X will not be artificially inflated by such inputs thereby addressing

the challenge (C2). Third, the dimensions of X can be understood as representing combinations of

features [13]. Thus testing methods that exercise the span of the dimensions of X result in testing

DNNs with feature-diverse inputs to which DNN behavior may be sensitive and this addresses

the challenge (C3). Unfortunately, a precise definition of X is not available as described by the

challenge (C4). The DisTest framework addresses this challenge, (C4), by using generative models

that learn a low-dimensional representation comprising the features of X in the latent space through

training on the inputs from the training data, x ∈ T [4, 69].

Machine Learning research has shown that deep generative models such as variational autoen-

coders (VAE) and generative adversarial networks (GAN) [68, 44] are effective in learning the

latent space of real-world datasets. The dimensions of the latent space represent features, and

combinations of these features represent diverse inputs of the data distribution. This research uses

a VAE to instantiate the generative model of DisTest, leaving the exploration of other generative

models to future work.

A VAE includes an encoder, latent space, and a decoder which is the generator network as

described in Chapter 2. The latent space learned by a VAE has similar data samples placed

close to each other. The latent space of a VAE: (a) has a well-defined mathematical structure

that is amenable to algorithmic processing; (b) is dense in the sense that movements within the

mathematical structure correspond to movements within X ; (c) is low-dimensional and in some

cases can have a lower dimension than X ; (d) accurately reflects T ; and (e) reflects feature diversity

present in X that is not present in any instance of T . Also, the latent space being a probability

distribution has a low-density region containing rare inputs. As a result, testing methods that

target the low-density region of the latent space, test DNNs with rare inputs and this addresses

the challenge (C5). Hence, DisTest addresses all the challenges (C1) to (C5) with the existing

methods.

4.1 The DisTest Framework

Figure 4.2 shows the DisTest framework that uses a VAE to learn a latent space representation

of the data distribution, X , and uses the learned latent space as a test domain. This research
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Figure 4.2: The DisTest Framework. The modules included in the dashed blue box are used for
developing IDC whereas the modules included in the dashed orange box are used for developing
CIT4DNN.

developed two applications over DisTest, Input Distribution Coverage (IDC) which is a black-box

test adequacy criterion, and CIT4DNN, a black-box test generation algorithm. Both IDC and

CIT4DNN use the latent space as a domain for testing and apply combinatorial interaction testing

on a target density of the latent space to measure feature interaction test adequacy and generate

diverse and rare inputs that systematically cover the latent space respectively.

DisTest comprises a VAE with an encoder, latent space and decoder, target density, combina-

torial coverage measurement tool, constrained combinatorial covering array generator, and out-of-

distribution detector (OOD). All the modules of DisTest are described in Chapter 2. This section

describes the latent partitioning strategy that supports the systematic exploration of the latent

space, the representation of target density in order to support testing on a specific region of the

latent space, and the parameters of the DisTest framework.
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4.1.1 Latent Partitions

The features encoded in VAE latent dimensions need not correspond with a human-understandable

meaning in order to use the latent space as a test domain. Any input in the training data set always

has a representation in the latent space as a combination of the values of the latent dimensions.

Hence the full product of the latent dimensions captures the feature diversity of the training data

set. Since a VAE learns to generalize the training distribution, in turn, the interactions among

latent dimensions can capture the feature diversity of the data distribution.

Coordinates within the latent space are continuous, but DisTest discretizes the space by parti-

tioning each dimension in order to produce a finite combinatorial space to perform testing. Given

the approximate nature of a trained VAE, one cannot expect that direct mapping from input fea-

tures to ranges of values within latent dimensions exists. It is possible that multiple features are

combined into the values of a single latent dimension, or that a single feature is spread across the

values of multiple latent dimensions. While some VAE architectures can disentangle or decorrelate

latent dimensions, they are unable to produce a well-defined mapping from features to regions of

the latent space that DisTest can manipulate to partition the latent space.

DisTest sidesteps this challenge by using an efficient systematic partitioning of latent dimension

value ranges that does not attempt to interpret how features are mapped to such values. By

spanning the value ranges across all dimensions, such a partitioning scheme ensures that regardless

of how a feature is encoded in the latent space there is a partition element that will include it. To

facilitate the efficient calculation of the feasible coverage domain DisTest requires that dimension

partitions be symmetric around 0.

Definition 2 (Symmetric Interval Partition). A symmetric interval partition of the range of values

of a latent dimension is comprised of a set of intervals, P, that form a partition

[−∞,∞) =
⋃
p∈P

p ∀p ∈ P : ∀p′ ∈ P − {p} : p ∩ p′ = ∅

that are open on the right, closed on the left, and divided evenly among positive and negative values

[l, u) ∈ P =⇒ [−u,−l) ∈ P
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and do not span the origin, [0, u) ∈ P.

The partition P of DisTest denotes an interval partition for a latent vector of dimensionality k. It

defines an associated partition function, P : R→ P, that maps latent space coordinates to intervals

in the partition set. This function can be lifted to vectors component-wise; P ((l1, . . . , lk)) =

(p1, . . . , pk) such that li ∈ [lpi, upi). Such a k-dimensional partition forms a hyper-rectangle in the

latent space of the VAE.

The VAE is assumed to have a standard Normal N (0, 1)k prior which makes it easy to partition

the latent space with equal density divisions. An important required property for test domain

to be accurate is that the aggregate posterior of the VAE matches the standard Normal prior

assumption. Distance metrics such as Maximum Mean Discrepancy(MMD) [45] can be used to

select VAEs whose latent distribution closely follows N (0, 1)k.

4.1.2 Target Density

The architecture and training process of a VAE imposes a mathematical structure on the latent

space that DisTest can leverage. First, by assuming a spherical standard Normal prior the geometry

of the coverage domain is determined by the Gaussian Annulus theorem [6]. The theorem observes

that the density of a high-dimensional Gaussian is concentrated in a shell, of increasing radius

and decreasing thickness, as the number of latent dimensions grows. A well-known property is

used for computing the boundaries of the shell: that the distribution of the square of the distance

from the origin of samples from multivariate standard Normal distribution follows a Chi-squared

distribution [73]. Second, the spherical nature of the prior distribution means that all dimensions

are assumed to follow the same univariate standard Normal distribution which makes different

strategies for partitioning the latent space possible. Moreover, the symmetries of this prior can

be leveraged to reduce the cost of computing the test coverage and generating the test inputs as

demonstrated in Section 5.3 and Section 6.5 respectively. Finally, it has been shown that VAEs learn

a dense latent representation where linear movement within that space corresponds to movement

along the manifold in the input space [114]. The density of the representation allows for a simple

interval-based partitioning scheme to be applied. Any symmetric partitioning scheme suffices for

DisTest, but one efficient and general partition simply equally divides the space based on probability
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density within each dimension. Such a partitioning scheme is defined for a single dimension and

then applied to all dimensions based on the assumption that the prior is spherical.

Definition 3 (Equal Density Partition). A symmetric interval partition, P, has equal density if

∀p, p′ ∈ P : Pr(p) = Pr(p′)

and can be defined such that:

P = {[QN (
j − 1

|P| ), QN (
j

|P|)) | j ∈ [1, |P|]}

where QN is the quantile function for N (0, 1).

Such a partitioning gives rise to a combinatorial space of |P|k partitions each with approximately

equal density. DisTest operates on a subset of partitions that comprise a target density within

which either adequacy measures are computed or test inputs are generated. DisTest partitions

latent dimensions uniformly due to the assumption about the spherical symmetry of the assumed

standard Normal prior distribution. This assumption also leads to the fact that the radii of points

in that distribution follow a Chi distribution; this is nothing more than the distance formula of

k-coordinates each distributed Normally. The target density parameter of DisTest establishes a

threshold on the density of this distribution which gives rise to a k-dimensional shell.

Definition 4 (Target Density and Shell). For a multivariate Normal distribution, N (0, 1)k, a

target density, d, defines a unique thinnest k-dimensional shell with inner, rin, and outer, rout,

radii:

min rout − rin

s.t. P r({x | rin ≤ ||x|| ≤ rout}) = d

The radii of the thinnest target density shell can be calculated from the interval function of the

Chi distribution with k degrees of freedom [6], i.e., (rin, rout) = Chi.interval(d, k). As k grows so

will rin, since little probability mass is located near zero, which gives rise to the shell-like structure.

This geometry of the target density implies that some of the latent partition combinations may be

infeasible, which makes it challenging for IDC and CIT4DNN to restrict their attention to feasible
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t-way feature combinations. This research develops methods using an SMT solver to overcome this

challenge as described in Chapter 5 and Chapter 6.

4.1.3 Parameters of DisTest

DisTest comprises a number of parameters, the dimensionality, partition granularity, and target

density of the latent space, the hyper-parameters of the OOD and the generative models, and

the strength of CIT. The selection criterion of these parameters is described in Chapter 5 and

Section 5.3 and Section 6.5 include experiments that study the effect of these paramters on IDC

and CIT4DNN respectively.

4.2 Applications

This section discusses how the latent partitions, target density, and other DisTest modules are used

for developing IDC and CIT4DNN.

4.2.1 IDC

IDC is designed to measure test adequacy with respect to the feature interactions present in a

test set. Figure 4.2 shows the components of DisTest used by IDC in a dashed blue box. The

dashed blue box in the figure includes the OOD, encoder, latent space, and combinatorial coverage

measurement tool. Since the test set might include invalid inputs, IDC first filters them out using

the OOD module. IDC then uses the encoder to convert test inputs into their latent encodings and

using the combinatorial coverage measurement tool [72] calculates test coverage as the percentage

of the t-way combinations of a target density of the partitioned latent space covered by the test set.

The resulting test adequacy measured by IDC reflects the feature diversity of test inputs. However,

to calculate the test coverage, IDC requires the number of feasible t-way combinations in a target

density. This research develops Alg. 2, which uses the radii of the target density shell to formulate

constraints representing the geometry of the target density and uses an SMT solver to calculate

the number of feasible partition combinations within the target density. Chapter 5 describes the

research objectives, methodology, and parameters of IDC and demonstrates the effectiveness of

IDC using experimental evaluation.
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4.2.2 CIT4DNN

CIT4DNN is developed to generate rare and diverse test inputs that systematically cover a target

density of the latent space. Figure 4.2 shows the components of DisTest used by CIT4DNN in

a dashed orange box. The dashed orange box in the figure includes the latent space, generator,

and constrained combinatorial covering array generator. CIT4DNN uses the partitioned latent

space and radii of the target density shell to formulate constraints on the required target density.

These constraints are used by the constrained combinatorial covering array generator of to generate

test descriptions that cover the t-way combinations of the target density of the partitioned latent

space. This research developed the constrained combinatorial covering array generator module by

extending an existing combinatorial covering array generator [29] with an SMT solver as described

in Alg. 3. CIT4DNN uses the generator module to convert the test descriptions into test inputs.

The resulting test inputs generated by CIT4DNN satisfy the IDC test adequacy criterion. Chapter 6

describes the research objectives, test generation algorithm, and parameters of CIT4DNN followed

by the experimental evaluation.
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Chapter 5

IDC: Feature Interaction Test

Adequacy

This chapter 1 presents input distribution coverage (IDC) – a novel black-box test adequacy criterion

for DNNs developed over the DisTest framework. IDC uses the OOD, encoder, latent space, and

combinatorial coverage measurement tool components of the DisTest framework. IDC defines the

adequacy criterion over the domain of valid inputs and measures the test coverage as a function

of the feature combinations present in the test inputs. IDC relies on using the latent space of a

Variational Autoencoder (VAE) as a test coverage domain, but leveraging a VAE’s latent space is

only possible for inputs that lie on the input data distribution. To address this challenge, the IDC

instantiates the out-of-distribution (OOD) component of DisTest with a state-of-the-art method to

filter any test inputs prior to employing a VAE.

Figure 5.1 depicts the high-level elements of IDC. IDC records coverage information only after

filtering OOD inputs; in Figure 5.1 c such inputs are depicted as being filtered. IDC then abstracts

feasible test inputs to feasible feature vectors that capture how an input varies relative to a set

of generative features that describe the DNN input space. As described in Section 5.2, feasibility

is judged relative to a model of the input distribution – more specifically a test is feasible if its

probability within the distribution exceeds a user-defined threshold. Finally, IDC applies existing

1This chapter is adapted from Dola, Swaroopa, Matthew B. Dwyer, and Mary Lou Soffa. ”Input Distribution
Coverage: Measuring Feature Interaction Adequacy in Neural Network Testing.” ACM Transactions on Software
Engineering and Methodology 32.3 (2023): 1-48.
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{t⃗1, t⃗2, . . . , t⃗n} Input
Filtration

{t⃗2, . . .}

Feature
Abstraction

{f⃗1, . . . , ⃗fn−c}
Combinatorial
Interaction
Coverage

Test Input Vectors Feasible Feature Vectors

c

Figure 5.1: Conceptual IDC workflow. Tests are filtered to focus coverage on feasible inputs. Fea-
sibility is judged relative to a model of the input distribution. Combinatorial interaction coverage
is computed in terms of abstracted input feature vectors.

combinatorial interaction coverage measures, e.g., [72], to compute coverage measures over the set

of abstracted feature vectors.

As described in Section 5.1, IDC is instantiated by selecting OOD and VAE components and

then configuring a number of parameters adapted from combinatorial interaction testing (CIT) [28,

29] to control the granularity and interaction strength of the test adequacy measure computed. This

permits developers to customize IDC to define stringent adequacy measures for critical systems and

more relaxed measures for less consequential systems.

The primary contribution of this work lies in:

• defining and implementing IDC over the DisTest framework which can be instantiated with

state-of-the-art OOD detectors and VAEs and configured by parameters controlling the

strength of testing, to produce test adequacy measures that are well-suited to the needs

of a DNN tester;

• demonstrating that IDC is effective in measuring the feature interactions present in a test

suite and is robust to variation in its components by demonstrating its performance across a

range of state-of-the-art VAEs [32, 64, 55];

• demonstrating a positive correlation between the test coverage measured by IDC and the

number of fault-revealing test inputs present in the test suites;

• demonstrating that IDC is sensitive to test inputs generated using diverse test generation

techniques [99, 47, 129] across three data sets [75, 139, 70]; furthermore, demonstrating that

IDC is more sensitive to variation in tests than state-of-the-art white-box DNN coverage

criteria [99, 84, 65];
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• demonstrating that IDC can complement DNN mutation testing techniques by including

substantially greater feature diversity in the testing process; and

• demonstrating that IDC can compute test adequacy efficiently for a variety of instantiations

of the components used.

These findings demonstrate that IDC overcomes the limitations of prior DNN coverage ap-

proaches by avoiding infeasible inputs in testing and enabling the calculation of test adequacy

metrics that capture the diversity present in a DNN’s input space.

5.1 Overview

IDC measures test adequacy by applying combinatorial interaction testing (CIT) techniques to

compute coverage measures that capture the feature interactions across a DNN’s input space.

As depicted in Figure 5.2, IDC exploits state-of-the-art ML models, such as OOD detectors and

VAEs, which are trained on the same data as the DNN under test, but learn distinct classifications

and representations of that data. Importantly, these models are only concerned with the training

data set which makes them appropriate for use in IDC’s black-box test adequacy measures. The

remainder of this section elaborates on how the elements in Figure Figure 5.2 combine to realize

the conceptual IDC workflow.

5.1.1 Input Filtration

There are two distinct goals when filtering test inputs to compute the IDC metric. First, to avoid the

problems of prior work [34, 5] when tests lie off of the data distribution, their coverage should never

be counted. Second, the input distribution over which a model aims to generalize is impractical

to cover exhaustively, so IDC permits test coverage to be computed over a subset of that space

defined by a target density. This enables a developer of a non-critical system to configure a relaxed

target density, say 0.95, to define full coverage for IDC. In contrast, a critical system developer

might specify a greater density, say 0.99999, which demands substantially more thorough testing.

To support the first of these goals, IDC uses an OOD Filter ( 1 ) incorporating state-of-the-art

out-of-distribution detection approaches, e.g., [143, 53, 105], to filter inputs that are judged not to
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be in X . Thus, unlike prior work [34, 5], IDC will not accumulate coverage for out-of-distribution

inputs.

The data over which a model aims to generalize, X , lies on a surface in the input space whose

exact definition is unknown, making calculations relative to it impossible. IDC addresses this issue

by mapping inputs in X to a low-dimensional space that reflects the variation in X , is dense in the

sense that movement within the space corresponds to movement along the surface X , and exhibits

the structure of a spherical multivariate Normal distribution. IDC leverages a trained VAE for this

purpose and incorporates its encoder layer, EX , to Encode ( 2 ) latent vectors for test inputs.

Within this latent space, data are concentrated in a shell centered around the origin, which

permits the target density to be expressed as the shell’s inner and outer radii. Latent vectors

whose distance lies either within the inner or beyond the outer radii are considered infeasible and

are filtered out ( 3 ). The feasibility of a test input relative to the input distribution is a special

case of Definition 9 given in Section 5.2. As discussed below, these radii also play an important

role in defining the total feasible coverage domain for IDC.

5.1.2 Feature Abstraction

IDC uses the learned representation of the features of X that result from training a VAE. In

some contexts, as illustrated in Figure 4.1, the dimensions of the VAE’s latent space correspond

to features that can be easily recognized, but this is not always the case. For example, the VAE

may learn relevant features in only a subset of the dimensions of the latent space. The Noise

Dimensions, [lk+1, ..., ld] ( 4 ), are identified by near zero average KL-divergence values of training

inputs within these dimensions. The noise dimensions are ignored in IDC so that the latent vectors

more succinctly represent feature variation in the test inputs.

The latent dimensions are continuous, but intervals of values within those dimensions can

correspond to recognizable features, e.g., the fifth row of Figure 4.1 shows intervals corresponding

to diamonds, hearts, and ellipses. Determining the most appropriate intervals for a given problem is

challenging given the complexity of a VAE’s learned latent space. IDC takes a pragmatic approach

by defining a Partition ( 5 ) that divides each latent dimension into a set of disjoint intervals.

A partition function, P (·), can be applied across dimensions to produce Feasible Feature Vectors

( 6 ). Elements of the partition define the abstract features present in a test input and permit the

45



mapping of latent vectors to feature vectors.

5.1.3 Computing Interaction Coverage

IDC can be configured to use any number of combinatorial interaction coverage measures [72],M,

applied to the set of abstracted feature vectors. The grey background in Figure 5.2 depicts the inner

workings of the total t-way coverage measure, which accumulates the t-way feature combinations,

or t-tuples, present in each test’s feature vector ( 7 ). A tuple represents the co-occurrence of t

features in the input and is encoded as:

(⟨j1, P (lj1)⟩, .., ⟨jt, P (ljt)⟩)

where j1 is the index of the first dimension included in the tuple and jt is the index of the last

dimension in the tuple and P (lji) is the j
th
i element of the feasible feature vector. The accumulated

set of tuples across a test suite defines the Total covered t-tuples.

To assess whether the covered t-tuples are adequate, IDC computes the size of the feasible cov-

erage domain, e.g., the number of t-tuples that are consistent with the feature model. Determining

the number of feasible tuples is, however, non-trivial due to the distribution of the latent space.

A feature vector defines a hypercube in the latent space whose sides correspond to the intervals

associated with the features in the vector; depicted as the cube in Figure 5.2 ( 8 ). If the intersection

of such a hypercube and the target density shell is empty, then IDC considers the feature combina-

tion associated with the hypercube to be infeasible. Enumerating the set of feature combinations

to determine those that are feasible is intractable, but exploiting the spherical symmetry of the

latent space and information from the partition permits efficient calculation of the number of Total

feasible t-tuples – as depicted by dashed arrows in the figure ( 9 )

5.2 Approach

IDC applies combinatorial interaction coverage measures on feature abstractions of feasible test

inputs to measure DNN test adequacy. As depicted in Figure 5.2, IDC is capable of generating

test adequacy measures varying in their rigor. Instantiating IDC for a target dataset (X ) requires
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defining: an out-of-distribution detector (OX ), the encoder of a VAE (EX ), a combinatorial testing

metric (M) along with a combinatorial strength (t), a density measure (d) that defines the portion

of the X over which coverage is measured, and a partition of the latent space of the VAE (P). A

combination of these defines an IDC metric.

Definition 5 (Input Distribution Coverage). IDC(OX , EX ,M, d,P, t) defines a t-strength variant

of a test adequacy metricM that is normalized to target density d of the P partitioned latent space

generated by EX and is applicable to in-distribution inputs as defined by OX .

As demonstrated in Section 5.3, while the choice of these components impacts the sensitivity of

IDC to feature variation in tests, IDC is broadly applicable and effective in measuring the feature

diversity in tests.

The remainder of this section describes the component, EX , and parameters and defines how

their instantiations are used to calculate IDC test coverage metrics.

5.2.1 From Inputs to Latent Representations

IDC(OX , EX ,M, d,P, t) converts test input vectors to vectors of abstract features present in inputs

by leveraging learned representations of the input distribution X . These representations result

from training a network to encode samples from X ⊂ Rm into a low-dimensional latent space,

EX : Rm → Rd, where d ≪ m as shown in Figure 5.2. For IDC the latent space must reflect

the feature variation within X , be dense, and be well-structured so that it is amenable to efficient

partitioning and volume-related computations.

Trained encoder networks from a variety of VAE architectures, e.g., [55, 64, 21, 32], give rise

to latent representations that meet these requirements, and these architectures are designed with

different objectives in mind. For example, the Total Correlation VAE aims to learn non-noise

dimensions that are weakly correlated, whereas the two-Stage VAE aims to more accurately match

the spherical Normal prior. Selecting the most appropriate VAE architecture and latent dimension

for a given data set can be challenging, but Section 5.3 shows that the sensitivity of IDC metrics

to feature variation in test inputs is largely insensitive to that choice.

A VAE encoder maps an input to the parameters of a multivariate Gaussian distribution,

[(µ1, σ1), . . . (µd, σd)]. In principle, any consistent choice of values from the distribution across
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dimensions would suffice. IDC uses the mean values, µi, to represent the input in the latent space

since they are the most likely values.

Definition 6 (Latent Vector). Given a trained VAE encoder, EX : Rm → Rd×Rd, the latent vector

representation for an input, x ∼ X ⊂ Rm, is the d-dimensional vector, π1(EX (x)), encoding the

means of the per-dimension latent distributions.

Ideally, one would train a VAE with orthogonal latent dimensions that exactly correspond to

the features describing a dataset. The resulting latent representation would be noise-free, perfectly

spherical, and define a minimal space over which feature coverage can be evaluated. In general,

however, the number of features that describe real-world datasets is not known, which makes

determining the dimensionality for the latent space difficult. Using a VAE whose latent dimension

is larger than the number of generative factors for the data set may cause some of the dimensions

to reflect just the Gaussian noise of the assumed prior [13, 81, 32]. Such noise dimension do not

vary with the input and, consequently, they add no value in determining input coverage.

To illustrate the challenge of noise dimensions, Figure 5.3 shows the marginal empirical dis-

tributions of the inputs from the Fashion-MNIST test set for latent dimensions 1, 2, and 8 of a

Two-Stage VAE. One can observe that the inputs are spread rather evenly within dimension 1, but

they are quite concentrated in the other dimensions – with 2 having more spread than 8. The VAE

has learned that it does not require the expressive power of dimension 8 to capture the dataset

and consequently it maps all inputs to coordinates very near 0 in that dimension. From a coverage

perspective most of the partitions of dimension 8, i.e., 1-9 and 12-20, are empty and this means

that combinations with those partitions will never be observed and, thus, such dimensions can be

eliminated from our coverage calculation.

In IDC noise dimensions are identified by computing their KL-divergence relative to a standard

Normal prior across a range of samples from X [13]. Low KL-divergence values indicate that little

information is carried in those dimensions [13] since they match the standard Normal prior. Thought

of another way, since just the mean values are used as latent coordinates, low KL-divergence means

that the variance in the mean values is also very low.

Definition 7 (Noise Dimensions). A dimension, i ∈ [1, d], of the latent space of a trained VAE

encoder, EX : Rm → Rd, is considered noise if KL(EX (T )[i],N (0, 1)) ≈ 0.
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Determining an appropriate threshold for judging KL-divergence to be near-zero is dependent on

both the data set and EX . To illustrate how the threshold is calculated, the average KL-divergence

for a variety of VAEs and datasets are plotted in Figure 5.4 on a logarithmic scale; details of the

VAEs are not important here and are provided in Section 5.3. By analyzing the gaps in KL-values

and the marginal distribution of test inputs across dimensions (as in Figure 5.3), A threshold of

10−2 was empirically determined to be effective in distinguishing noise and non-noise dimensions

for three datasets and four VAEs per dataset. For different datasets and VAEs a similar threshold

analysis should be performed.

The KL values for dimensions 1, 2, and 8 as z1 KL, z2 KL, and z8 KL are shown for the

Two-Stage VAE for Fashion MNIST (FMN-T in Figure 5.4) respectively. The chosen threshold

setting means that the dimension 2 is a non-noise dimension and it would be used to compute IDC

coverage. A negative consequence, as mentioned above, is that this will make certain combinations

of dimension partitions, i.e., those involving partitions 1-4 and 16-20 of dimension 2, impossible to

cover so it will not be possible to achieve 100% IDC.

The prevalence of noise dimensions in a VAE’s latent space varies with the architecture and

training objective of the VAE. As shown in Section 5.3 this can vary significantly, since some VAEs

tend to concentrate information in latent dimensions whereas others spread information across

available dimensions. Removing noise dimensions helps IDC focus on the feature variation present

in inputs and yield a metric whose feasible domain can be computed cost-effectively.

The research findings in Section 5.3 suggest that IDC can be instantiated with any state-of-

the-art VAE, like the β-TCVAE, FactorVAE, and Two-Stage VAE described in Chapter2. All

provide an adequate model of the data distribution to compute coverage information that can

distinguish the features present in test inputs produced by a variety of different test generation

methods. Further work to minimize the number and correlation of VAE dimensions may lead to

further improvements in VAEs and this, in turn, could standardize the choice of a VAE to use in

IDC for a given dataset.

5.2.2 Feasible Feature Vectors

Figure 5.5 provides a detailed view of the Partition and the target density shell in Figure 5.2. As

illustrated on the left side of Figure 5.5, the three dimensions of the sphere are partitioned, within
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Figure 5.5: Normally distributed dimensions with equal density partitions (left), Multi-variate
spherical Gaussian with hyper-rectangle partitions (right)

the range [−6, 6], into regions of equal probability density based on the assumed Normal prior

using Definition 3. Due to the spherical prior assumption, all the latent dimensions have the same

partitioning.

Such a partitioning gives rise to a combinatorial space of |P|k partitions each with approximately

equal density. Figure 5.5 depicts such partitions as rectangles whose sides are labeled dji , where i is

the index of the dimension and j the index of the partition. As discussed below, IDC operates on a

subset of partitions that comprise a target density within which adequacy measures are computed.

In Figure 5.2, a latent vector, l, is checked to determine whether it lies within the target

density, ||l|| ∈ [rin, rout], and is ignored by IDC in test adequacy calculations if it does not. The

determination of target density only considers non-noise dimensions. Including noise dimensions

would increase k while adding only near-zero mean value coordinates along those dimensions and

this runs the risk that ||l|| falls short of rin.

Feasible latent vectors are partitioned, as described above, to form the feature vectors over

which coverage is computed. A feature vector represents a set of latent vectors and if any of those

latent vectors is feasible, then so too is the feature vector.

Definition 8 (Feasible Feature Vector). A k-dimensional interval partition, p ∈ Pk, is feasible

relative to a target density, [rin, rout], if ∃c ∈ p : ||c|| ∈ [rin, rout].

While all feature vectors computed from feasible latent vectors are, by definition, themselves

feasible, some combinations of partitions may be infeasible. Determining the size of the set of

feasible partition combinations is necessary to normalize IDC adequacy metrics.
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5.2.3 Feasible Partition Combinations

The full combinatorial space of feasible feature vectors is intractable as a coverage domain so

IDC(OX , EX ,M, d,P, t) allows coverage to be computed over combinatorial sub-spaces determined

by the strength parameter, t. A t-way feature combination defines the feature values for t out of

the d dimensions in a feature vector; recall that features correspond to elements of the partition P.

The target density constraints mean that some combinations may be infeasible, so IDC restricts its

attention to feasible t-way feature combinations.

Definition 9 (Feasible t-way Feature Combination). For k-dimensional feature vectors partitioned

with P, a t-way feature combination, ⟨p1, . . . , pt⟩, where pi ∈ P, is feasible relative to a target

density, [rin, rout], if

∃c ∈ ⟨p1, . . . , pt, Pt+1, . . . , Pk⟩ : ||c|| ∈ [rin, rout]

where Pi =
⋃

p∈P p.

In essence, this definition asks whether the t-way combination can be extended with k − t

partitions to form a feasible feature vector and if so, then the combination is judged feasible.

IDC uses the total number of feasible t-way combinations to normalize combinatorial feature

coverage measures as shown in Figure 5.2. This allows IDC to report coverage measures as a

percentage of the feasible coverage domain. First, a simpler unconstrained problem is considered to

explain how the number of feasible combinations is computed. For a latent space of k dimensions

each divided into |P| partitions, the size of the set of feasible and infeasible t-way combinations

is
(
k
t

)
· |P|t. One could potentially enumerate the |P|t sized space and check feasibility of the

combinations, but for large P and t it is too costly. Algorithm 2 presents a more efficient calculation

of the number of feasible t-way combinations that exploits the symmetry of the spherical standard

Normal distribution.

Since all dimensions range over the same set of values determined by the target density, and are

partitioned equivalently, any subset of the t dimensions gives rise to the same feasible space as any

other. This enables the calculation of the feasible partition combinations for a single representative

subset of dimensions of size t and then multiplying that result by the number of such subsets, i.e.,(
k
t

)
, as shown on line 2 in the Algorithm.
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Algorithm 2 Calculate the number of feasible t-way combinations

1: function feasibleCombinations(t, k,P, [rin, rout])
2: return

(
k
t

)
· ftcCount(0, [], {}, t,P, [rin, rout])

3: end function
4: function ftcCount(depth, path, visited, t,P, [rin, rout])
5: c← 0 ▷ Count rooted at this path
6: if d < t then ▷ Extend path
7: for p ∈ P do
8: lc← 0 ▷ Local count for path extension
9: bag = path ∪ p ▷ Order-independent path extension

10: if bag ̸∈ visited then
11: newpath← path+ p ▷ Append partition to path
12: if checkConstraint(newpath, k,

⋃
p∈P p, [rin, rout]) then

13: lc← ftcCount(depth+ 1, newpath, visited, t,P)
14: end if
15: visited← visited ∪ (bag, lc) ▷ Record bag with local count
16: else
17: lc← visited[bag] ▷ Retrieve local count for bag
18: c← c+ lc
19: end if
20: end for
21: else
22: c← 1 ▷ Feasibility check already performed
23: end if
24: return c
25: end function
26: function checkConstraint({[l1, u1], . . . , [ln, un]}, k, [lP , uP ], [rin, rout])
27: vs← fresh(k) ▷ A fresh variable for each dimension
28: ϕ← true ▷ Initialize constraint encoding
29: for i ∈ [1, n] do
30: ϕ← ϕ ∧ (vs[i] ≥ ((ui > 0)?(li)

2 : (ui)
2)) ▷ Explicit squared lower bound

31: ϕ← ϕ ∧ (vs[i] < ((ui > 0)?(ui)
2 : (li)

2)) ▷ Explicit squared upper bound
32: end for
33: for i ∈ [n+ 1, k] do
34: ϕ← ϕ ∧ (vs[i] ≥ 0 ∧ (vs[i] ≤ (uP)

2) ▷ Maximal squared partition constraints
35: end for
36: ϕ← ϕ ∧ (

∑
i∈[1,k] vs[i]) ≥ (rin)

2 ▷ Squared inner radius constraint

37: ϕ← ϕ ∧ (
∑

i∈[1,k] vs[i]) ≤ (rout)
2 ▷ Squared outer radius constraint

38: return isSat(ϕ)
39: end function
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The function ftcCount in the Algorithm, calculates the number of feasible partition combi-

nations by performing a depth-first search (DFS) that enumerates the |P|t partition combinations

testing if each is feasible according to Definition 9. The DFS considers an ordering of t dimensions

along a path in the DFS tree, but as observed above the dimensions are symmetric. For example for

two dimensions, i and j, if a combination (i, p), . . . , (j, p′) is feasible then so is (i, p′), . . . , (j, p). To

exploit this dimension-partition symmetry, the algorithm uses an order-independent representation

of the tree path as a bag of partitions – line 9. For paths that have an unexplored bag representa-

tion, the Algorithm extends the path – line 11 – checks that the extended path is feasible – line 12

– and if so recursively counts the combinations rooted at that extended path – line 13 – and records

that count along with the bag – line 15. The recorded bag-count pairs are used subsequently to

avoid revisiting a DFS sub-tree – line 10 – and to determine the count for such sub-trees – line 17.

The function checkConstraint determines whether the set of interval partitions described by

a DFS path is feasible relative to the inner and outer radii of the target density shell. This can be

formulated as a satisfiability query over per-dimension coordinate variables ranging over the values

defined by each interval. A symbolic L2 norm query is non-linear, as it involves the square root of the

sum of the squares of the coordinate variables, which can lead to poor performance by modern SMT

solvers. To avoid this complexity, the constraint is formulated over squared-coordinate variables –

line 27. For each explicit constraint in the path – lines 29-31 – the constraints use the square of

the lower and upper bounds of the interval partition; negative intervals require transposing lower

and upper bounds. For any remaining dimensions – lines 33-34 – the constraints use the minimal

and maximal values for the set of all partitions, P. With squared-coordinates, there is no need to

incorporate the square-root function since the inner and outer radii of the target density shell can

be directly squared – lines 36 and 37, respectively.

The full space of t-way combinations is |P|t, which is the number of dimension-partition per-

mutations with replacement. Exploiting symmetries and avoiding the re-exploration of paths in

ftcCount reduces the problem to computing the number of dimension-partition combinations

with replacement, which is (|P|+t−1)!
t!(|P|−1)! . This computation constitutes an upper-bound on the com-

plexity of feasibleCombinations since (a) for even very large path lengths, values of k, and P

the linear constraint formulation and use of incremental SMT solving results in essentially constant

time performance for checkConstraint, and (b) the detection of infeasible combinations only
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further reduces exploration of DFS paths. Section 5.3 studies problems with |P| = 10 and t = 3

and the use of Algorithm 2 reduces the number of explored paths, and SMT queries, from 1000 to

220.

5.2.4 Refining IDC Metrics

IDC is sensitive to three parameters. First, the partition granularity, |P|, can be varied to yield a

coarse or fine partition of the latent space; Figure 5.5 shows three dimensions partitioned 8 ways.

Second, the target density, d, of the latent space can be varied, which makes the shell enclosing the

high probability region of the multivariate standard Normal distribution thinner or thicker. Third,

requirements on the combinations of dimension-partition pairs, t, can be varied. In Figure 5.5

there are 83 possible 3-way combinations. The rectangle in the shell above the origin with sides

⟨d51, d52, d83⟩ is a combination with d1 and d2 having a value in p5 and d3 having a value in p8. Any

input mapped by the EX to a latent vector in this rectangle will cover a single 3-way combination,

3 2-way combinations, and 3 1-way combinations. Varying the strength of combinatorial coverage

in IDC provides a means of controlling coverage granularity. In Section 5.3 these parameters are

fixed to study IDC using a relatively fine coverage metric that spans the vast majority of the latent

space. Future work will explore how best to tune these parameters based on the needs of software

testers.

5.3 Evaluation

The cost-effectiveness of IDC and how it compares to alternative approaches to assessing DNN test-

ing techniques is explored through a set of experimental studies focused on the following questions:

RQ1 How well does IDC reflect the feature interactions present in a test suite?

RQ2 Does IDC correlate with the fault detection capabilities of test suites?

RQ3 How costly is it to compute IDC?

RQ4 How does IDC vary with changes to the underlying VAE?

RQ5 How does IDC compare with existing coverage metrics in measuring coverage of in-distribution

test inputs generated using diverse test generation techniques?
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RQ6 How does IDC compare with DNN mutation testing with respect to feature diversity in a

test set?

5.3.1 Dataset Selection and IDC Instantiation

To evaluate IDC, IDC must be instantiated and applied to compute the test adequacy of DNN

test suites. As described in Section 5.2 there are 6 parameters to choose for instantiating IDC and

several of those parameters depend on the choice of dataset. The rationale for selecting datasets

to be used across the evaluation is described first. The choice of datasets was influenced by the

availability of other artifacts that are used to define experimental treatments or to serve as baselines

in studies designed to answer the RQs.

Dataset and Artifact Selection

Answering RQ1 requires a dataset for which the ground truth set of features is known. This led to

the choice of using the dSprites [88] dataset which is comprised of 64 by 64 black and white images

of a small set of white shapes placed in various positions on a black background. This synthetic

dataset was designed for the evaluation of unsupervised techniques that attempt to disentangle –

or decorrelate – dimensions in the learned representation. The developers of dSprites provide a

key that allows mapping from 5-dimensional orthogonal feature space to images in the dataset. As

explained below, this permits the definition of experimental treatments for answering RQ1.

The application of IDC does not require knowing the ground truth set of features, and this results

in more freedom in choosing datasets for answering questions RQ2 through RQ6. To control costs

in answering RQ2 through RQ6, a set of artifacts are developed that could support studies across

these questions. Since the set of features will vary with the dataset, multiple datasets are selected

for the experiments in order to explore IDC’s ability to handle that diversity. The breadth of the

RQs also requires a variety of other artifacts available: multiple DNNs for the datasets that can

serve as test subjects (RQ2,RQ5), multiple VAE models for the datasets (RQ2,RQ3,RQ4), neural

network test coverage metrics that are applicable to DNNs for the datasets (RQ5), neural network

test generation techniques that are applicable to the datasets (RQ5), and neural network mutation

techniques that are applicable to the datasets (RQ6).

Collectively these requirements led to the selection of MNIST [75], FashionMNIST [141], and
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CIFAR10 [70] for the experiments. MNIST is a collection of 28 by 28 gray-scale images of hand-

written digits with 60000 training images and 10000 test images . FashionMNIST is a collection

of 28 by 28 gray-scale images of articles of clothing with 60000 training and 10000 test images.

CIFAR10 is a collection of 32 by 32 color images of a variety of animals and vehicles with 50000

training and 10000 test images. While there is no known ground truth set of features for these

datasets, a study of them showed that their feature sets are quite distinct, e.g., the thinness and

tilt of a digit in MNIST, the arms and neckline of a blouse in FashionMNIST, and the legs of an

animal or the wings of a plane in CIFAR10. This made them a good choice to assess the breadth

of applicability of IDC.

In addition, these datasets are widely studied in machine learning and DNN testing literature so

there are a wealth of existing artifacts that could be reuse from prior work. For each of the datasets,

standard DNN models with different architectures are selected from the literature as described in

Table 6.1. LeNet-1, LeNet-4 and LeNet-5 [76] models are used for the MNIST dataset. Three of

the benchmark models available in the Fashion-MNIST github repository [139] are used for the

Fashion-MNIST dataset, and All-CNN-A, All-CNN-B, and All-CNN-C models [122] are used for

the CIFAR10 dataset. All the models used in the studies are convolutional neural networks with

convolutional, max-pooling, dropout, and dense layers. The available implementations of existing

DNN test generation techniques – DeepXplore [99], DeepTest [129], and DLFuzz [47] – are applicable

to these datasets and models as are the implementations of white-box coverage frameworks – Neuron

Coverage [99], extended Neuron Coverage metrics [84], and Surprise Adequacy [65]. Internal threats

to validity are reduced by selecting only those test generation techniques for which implementations

are available. For comparison with mutation approaches, DeepCrime [58] is selected since it has

been shown to be superior to prior work, e.g., DeepMutation [85], and has artifacts that support

its application to the selected datasets. As discussed in RQ6, its application to CIFAR10 is found

to be cost-prohibitive so DeepCrime is considered with only MNIST and FashionMNIST.

RQ2 also uses ImageNet dataset [33] for demonstrating the applicability of IDC to complex

datasets. ImageNet is a large scale dataset containing images from 1000 object categories, with

a training dataset of size 1281167 and test dataset of size 50000. Three DNN pretrained models

available with the Keras framework [24], VGG16 [117], VGG19 [117] and ResNet50 [51] are used as

the DNN models under test, IMG-M1, IMG-M2 and IMG-M3, for the ImageNet experiment. The
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Dataset Name Architecture #Parameters Test Accuracy

MNIST [75]
MNI-M1
MNI-M2
MNI-M3

LeNet-1 [76]
LeNet-4 [76]
LeNet-5 [76]

7206
69362
107786

97.88%
98.52%
98.53%

Fashion [141]
FMN-M1
FMN-M2
FMN-M3

Custom [102]
Custom [140]
Custom [39]

1.6M
3.3M
211690

93.58%
92.26%
92.57%

CIFAR10 [70]
CIF-M1
CIF-M2
CIF-M3

ALL-CNN-A [122]
ALL-CNN-B [122]
ALL-CNN-C [122]

1.2M
1.3M
2.9M

82.67%
83.84%
81.45%

ImageNet [33]
IMG-M1
IMG-M2
IMG-M3

VGG16 [117]
VGG19 [117]
ResNet50 [51]

138.4M
143.7M
25.6M

71.3%
71.3%
74.9%

Table 5.1: Models used in our studies with number of parameters (#p), and test accuracy; “M”
denotes millions of parameters. Names are shorthands used in subsequent discussion.

models are described in Table 6.1.

IDC Instantiation

Once a dataset has been selected, Definition 5 requires the choice of six parameters to instantiate

IDC: an OOD input detection technique (O), a VAE encoder (E), a combinatorial coverage metric

(M), the target density (d), the latent partition (P), and the combinatorial strength (t). The space

of choices for instantiating IDC is large, so several pragmatic choices are considered to reduce the

size of that space in answering the RQs.

Choosing M, d, and t To explore the use of IDC to gain insight into how thoroughly a test

suite reflects the features present in a dataset, IDC is configured such that its coverage metric

would not easily saturate. In the extreme selecting t=1 and |P| = 2 would yield a trivial coverage

space which would have saturated on even the smallest sample of test inputs. In the combinatorial

coverage literature, e.g., [72], the standard metric for assessing feature interactions is total 2-way

interaction coverage. Exploring the use of 2-way coverage in preliminary studies determined that

it also led to relatively early saturation. This led to the selection ofM as total t-way interaction

coverage with t = 3 since it yielded an IDC instantiation that did not easily saturate.

IDC can be focused on different regions of the latent space by defining the target density.
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Dataset Name VAE Latent Size Non-Noise
Objective Architecture Latent Size

MNIST

MNI-B1
MNI-B2
MNI-F
MNI-T

β-TCVAE
β-TCVAE
FactorVAE
Two-Stage VAE

Burgess et al [13]
Burgess et al [13]
Burgess et al [13]
InfoGAN [22]

6
8
8
10∗

6
7
8
9

Fashion

FMN-B1
FMN-B2
FMN-F
FMN-T

β-TCVAE
β-TCVAE
FactorVAE
Two-Stage VAE

Burgess et al [13]
Burgess et al [13]
Burgess et al [13]
InfoGAN [22]

6
16
8
16∗

4
4
8
15

CIFAR10

CIF-B1
CIF-B2
CIF-F
CIF-T

β-TCVAE
β-TCVAE
FactorVAE
Two-Stage VAE

Burgess et al [13]
Burgess et al [13]
Burgess et al [13]
InfoGAN [22]

32
64
32
64∗

11
11
25
63

dSprites
DSP-B1
DSP-B2
DSP-F

β-TCVAE
β-TCVAE
FactorVAE

Burgess et al [13]
Burgess et al [13]
Burgess et al [13]

5
10∗

5

5
5
5

ImageNet IMG-F FactorVAE Burgess et al [13] 64 33

Table 5.2: VAE models used in IDC evaluation detailing the training objective, encoder/decoder
architecture, latent dimension size, and the number of non-noise latent dimensions. Models marked
with an asterisk use latent sizes from prior work with the best performance and serve as an upper
bound for exploring alternative latent sizes.

Choosing a low value for d yields a small space to be covered, whereas choosing a value close to

1 forces IDC to consider a much greater portion of the latent space – extending out on the tails

of the distribution. Consistent with the choice for t that selects a challenging coverage goal and,

after some preliminary experimentation, d is selected as 0.9999. Fixing the choices for M, t, and

d reduces the breadth of this study, but they represent a point in the space of IDC instantiations

that corresponds to a rigorous coverage metric of the kind that might be applied for testing critical

systems. Experimentation with more rigorous instantiations that increase t and d is left for future

work.

Choosing O The design of our experiments for RQ1, RQ2, RQ4, and RQ6 makes use of the

test datasets for dSprites, MNIST, FashionMNIST, and CIFAR10. These are assumed to be on

the data distribution so an OOD filter is not required for those experiments. RQ3 and RQ5 use

the most accurate OOD algorithm available – the state-of-the-art Likelihood Regret [143] (LR)
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score based technique. Similar to the OOD detector threshold computation in Section 3.3 one

must define a set of inputs that are considered to be out-of-distribution and then use that set

to compute an LR score threshold. The OOD inputs for the datasets used by LR are used in

this work. For MNIST, a randomly sampled set of inputs, 1000 each from Fashion-MNIST [141],

CIFAR10 [70], SVHN [94], KMNIST [26], notMNIST [12], Noise and Constant are used as OOD

inputs. Noise images are randomly sampled images with pixels in the range [0, 255], and Constant

images are images with randomly sampled constant value in the range [0, 255] across each of the

channels [143]. For Fashion-MNIST, Fashion-MNIST is replaced with MNIST for defining OOD

inputs. For CIFAR10, MNIST, Fashion-MNIST, SVHN, CelebA [celeba], Noise and Constant are

used as OOD inputs. For each dataset, the F-score is calculated to determine the threshold. This

involves sampling from the test dataset and OOD inputs and computing their LR scores and then

sweeping through a range of threshold values to determine the threshold with the highest F-score.

RQ3 also uses two alternative OOD techniques, Input-Complexity (IC) [113] and ODIN [79],

since these established the state-of-the-art prior to the development of the LR technique.

Choosing E The central role that the latent space plays in IDC motivated the exploration of

a variety of different VAE models in answering RQ1 through RQ4; RQ5 and RQ6 uses the most

effective VAE per dataset as determined in the earlier studies. To explore how varying the VAE

impacts IDC, three state-of-the-art families of VAE models – β-TCVAE [21], FactorVAE [64] and

Two-Stage VAE [32] – are selected to develop the models summarized in Table 5.2. As explained

in Chapter 2, a VAE is comprised of the encoder and decoder architectures, the size of the latent

space, and the training objective. The best-performing VAE published in the literature (marked

with an asterisk in Table 5.2) are used as a starting point, e.g., a 16 dimensional latent space for

the Two-Stage VAE yielded the lowest FID score for Fashion MNIST [32]. Then the objective

function, architecture, and latent size are varied by incorporating elements from prior work. The

goal is to use a less sophisticated objective, a simpler architecture, or a smaller latent size in order

to reduce the ability of the VAE to accurately model the data distribution. In this way, the research

could explore how IDC operates with a state-of-the-art VAE and with VAEs that fall short of the

state-of-the-art.

Section 5.2 describes the identification of noise dimensions in the latent space by calculating the
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KL-divergence between each dimension, as expressed by the mean and variance output by the VAE

encoder, and a standard Normal distribution across the test datasets of MNIST, Fashion-MNIST,

and CIFAR10. Dimensions whose KL value is greater than or equal to 10−2 are considered non-

noise dimensions. Table 5.2 reports the number of non-noise dimensions computed for each of the

VAE configurations.

As with any neural network, training a VAE is subject to stochastic variation. To explore the

impact of such variation, RQ1 trains each VAE in Table 5.2 ten times and provide a statistical

characterization of the findings. For the remaining RQs, a VAE in trained only a single time, since

the results from RQ1 suggest that it is not a significant factor influencing IDC performance.

Choosing P The studies use the equal density partitioning scheme from Definition 3 since it

seeks to evenly balance the distribution across bins. Consistent with the choice for t and d, |P|

was selected so that the IDC metric does not prematurely saturate. This is especially relevant for

RQ5 where the experimental design seeks to determine whether coverage metrics, including IDC,

are sensitive to incremental increases in coverage produced by different test generation approaches.

Toward this end a preliminary study was conducted that varied the partition size between 5 and

25 and evaluated the total 3-way coverage computed using all of the VAEs in Table 5.2 for the

MNIST, Fashion-MNIST, and CIFAR10 test sets. Based on the results, shown in Figure 5.6, a

value of 20 is selected for |P| since it guaranteed that regardless of the VAE or dataset the test set

would not achieve more than 80% coverage. This leaves a substantial portion of the total 3-way

coverage space uncovered and this space is used as the domain for RQ5. While this choice is based

on the experiment design for RQ5, the same partition size is used for RQ2, RQ3, RQ4, and RQ6

leaving the exploration of alternative partitioning schemes and sizes to future work.

5.3.2 Experimental Studies and Results

For all of the RQs, except RQ3, the cost to execute IDC is not relevant, so to facilitate experimen-

tation a large and diverse set of machines are used to execute the IDC algorithms. For RQ3 that

studies the cost of IDC, experiments are performed on a server with an Intel(R) Xeon(R) Bronze

3104 CPU, 1.70GHz, with 125GB of memory, and an NVIDIA GeForce GTX 1080 Ti GPU with

11G of VRAM.
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RQ1: How well does IDC reflect the feature interactions present in a test suite?

To answer this question, the study uses an experiment that allows the manipulation of the diversity

of features present in a test suite and controls feature diversity while manipulating test suite size.

Manipulating feature diversity requires a dataset for which the ground truth set of features is

known. Rather than generate a synthetic dataset, the study uses the dSprites dataset [88] which

has been used in numerous studies of generative models in the ML community [13, 64, 55]. The

feature model of dSprites defines 5 orthogonal features: shape, scale, orientation, X-position, and Y-

position. The shape feature is defined as the set of squares, ellipses, and hearts. The other features

range over continuous values that are partitioned into disjoint intervals: scale has 6 intervals of

scaling factors between 0.5 and 1; orientation has 40 intervals of degrees of rotation between 0 and

360 degrees; and X/Y-positions have 32 intervals of displacement along the axes between 0 and 1.

In total there are 3 ∗ 6 ∗ 40 ∗ 32 ∗ 32 = 737280 combinations across the dSprites feature model. For

each combination, sampling from the feature intervals gives a specific shape, scale, orientation, and

X/Y-position which is used to generate a 64 by 64 black and white image.

For any choice of values in the feature model, e.g., shape is heart, orientation is between 9 and

18 degrees, one can select the subset of the test or training data corresponding to those values.

This allows the construction of sets of inputs that vary with the dSprites ground truth features.

The experimental treatments involve: (1) varying the feature diversity of test inputs by including

K tests with previously unseen features, and (2) holding the feature diversity of test inputs fixed

and increasing test size by 9K. For treatment 1, K is determined per feature by separating the test

set into subsets corresponding to specific feature values. For shape K is 73728/3 = 24576, since

there are 3 shape values. For scale and X/Y position K is 12288 and 2304, respectively and for

orientation, K is approximately 1843. For treatment 2, the same separation approach is applied

to the training set to generate subsets with specific feature values. By design, treatment 2 adds

substantially more tests than treatment 1 in order to provide more convincing evidence that the

size of the test suite is not contributing to the measured feature interactions.

The study measures total 3-way coverage of a VAE model using a 10-way partitioning of latent

dimensions. For such a model, there are a total of
(
5
3

)
103 = 10000 3-way combinations that can be

observed.
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Figure 5.7: Total 3-way coverage and the number of test inputs obtained by augmenting the test
inputs with a relatively small number of inputs with previously unseen features in Treatment 1 and
a large number of inputs while holding the feature diversity fixed in Treatment 2. The experiment
is using the VAE configuration, DSP-B1.
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For each feature, the study successively applied the two treatments to subsets of values, i.e.,

sets of shapes or intervals, and record the total 3-way coverage. The study also recorded the sizes

of the sets resulting from these treatments for additional context.

Three VAE architectures, a β-TCVAE with a latent size of 5 (DSP-B1), another β-TCVAE

with a latent size of 10 (DSP-B2) and a FactorVAE with a latent size of 5 (DSP-F) are used for

this study, and the configurations are described in Table 5.2. Each VAE architecture is trained 10

times to account for the stochastic variation in the training process. The study uses a 90%/10%

training/test split which results in test sets with 73728 images.

Fig. 5.7 plots the total 3-way coverage IDC recorded when using a DSP-B1 VAE. The plots for

the total 3-way coverage of DSP-B2 and DSP-F VAEs, which follow a similar trend, are included

in Appendix A. Along the x-axis, the figure shows a series of pairs of box plots which show

the median – centerline of the box – and the first and third quartiles. The white box shows the

coverage measured – along the left y-axis – when selecting the test subset corresponding to the

feature values in the x-axis label. For example, in Fig. 5.7(a) the label “{s,e}” means shapes may

be either a square or an ellipse and in Fig. 5.7(c) the “1-16” label means the orientation may be

in any of the first 16 intervals which correspond to a rotation of [0, 144] degrees. The gray box

shows the coverage measured when selecting the subset of the full dataset – training and test data

– corresponding to the feature values. The plots include a blue circle – below the white box – and

a blue triangle – above the gray box – that indicate the test set size in log-scale along the right

y-axis.

For a given white box, the results for treatment 1 are the next white box to the right and the

results for treatment 2 are the next gray box to the right. For example, in Fig. 5.7(b) consider the

white box corresponding to “1-2” with a median total 3-way coverage value of 60.64%. Treatment 1

adds 12278 tests with scale feature value “3” to compute the white box corresponding to “1-3” with

a median of 70.93%. Treatment 2 adds 221,212 tests with scale feature values “1-2” to compute

the gray box for “1-2” with a median of 63.16%.

Since movement along the x-axis in these plots corresponds to cumulative growth in the feature

value sets it is natural that the coverage metric will saturate – though it does so at different rates

for different features. Prior to saturation, however, 585 out of 750 treatments show that adding

a number of diverse tests increases total 3-way coverage more than adding approximately 9 times
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the number of non-diverse tests. Variation in VAE training appears to not impact this trend as

the quartiles resulting from treatment 1 and 2 minimally overlap in the regions of the plots prior

to saturation.

The study measured the statistical significance of the hypothesis that IDC is significantly more

sensitive to increases in test diversity in comparison to increases in test size using the Wilcoxon

signed-rank test which is a non-parametric test to compare two related samples. The p-value of

the tests for DSP-B1, DSP-B2, and DSP-F are 1.81e-33, 3.99e-17, and 3.69e-34 respectively which

indicate a strong confidence in the test hypothesis. Next, the study measured the p-values for

each feature across the three VAE configurations. The test hypothesis is valid for shape, scale, X-

position, and Y-position features with p-values 7.53e-9, 6.06e-25, 3.01e-30, and 9.27e-28 respectively

while the test failed for the orientation feature with a p-value of 0.99.

The high p-value for orientation motivated the exploration of the dSprites data further. While

the dSprites feature model defines the 5 features as orthogonal, the generation of input images

introduces a correlation between the shape and orientation features. This is due to the rotational

symmetry of squares and ellipses. The images are only able to reflect 90 degrees of variation for

squares and 180 degrees of variation for ellipses. The collapsing of the feature space to the image

space for shape and orientation relationships can be observed in the data. Consider the plot for the

orientation feature in Fig. 5.7(c). In the feature space a square rotated by 0, 90, 180, or 270 degrees

all map to the same image. The VAEs feature space is based on the features present in this image

space which only reflects distinctions within some 90 degree interval. Thus, the manipulation of the

orientation feature moving along the x-axis in this plot results in all 3-way combinations involving

squares to have been observed by the time interval 10 is considered – in the bar labeled “1-16”.

The interaction between orientation and the ellipse also contributes to this early saturation. The

same trend can be observed in the shape feature data in Fig. 5.7(a). This research conjectures that

this correlation of features in the image space led to the study’s inability to show that orientation

feature diversity is more significant than test size in increasing IDC coverage.

Result for RQ1: IDC is effective in measuring the feature interactions present in

a test suite. The t-way combinations of the partitioned latent space of the VAE

reflect feature interactions present in the test suite.
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RQ2: Does IDC correlate with the fault detection capabilities of test suites?

To address this question, this study performs an experiment to demonstrate that test suites with

higher total 3-way coverage uncover more faults when compared to test suites with lower total 3-

way coverage. IDC uses the input data distribution as a domain for measuring test coverage. The

total 3-way coverage measured using IDC is effective in identifying faults when faults are spread

across the data distribution, in which case a higher test coverage measured by IDC corresponds

to higher fault detection capability. The fault detection capability of IDC is demonstrated with

an experimental study that explores the number of fault-revealing test inputs contained in test

suites with monotonically increasing test coverage values. The study uses three DNN models each

for the MNIST, Fashion-MNIST, and CIFAR10 datasets (see Table 6.1) to identify the number of

fault-revealing test inputs present in the test suites used in this study.

For this experiment, a sequence of test suites with increasing total 3-way coverage are generated.

The sequence of tests is constructed incrementally and at each step a new set of tests are added that

cover previously uncovered partitions of a latent dimension. Since covering more partitions along

a latent space corresponds to more feature interactions, this method generates test suites with

monotonically increasing total 3-way coverage. Test suites with increasing total 3-way coverage

are created for each of the VAE architectures shown in Table 5.2 for the three datasets. The

methodology for creating test suites for the MNI-B1 VAE configuration is explained in detail. The

same methodology is followed for creating test suites for the other VAE configurations. MNI-

B1 VAE has 6 non-noise latent dimensions, {z1, z2, z3, z4, z5, z6}, and each latent dimension is

partitioned into 20 intervals. Test suites TSi : i ∈ [1, 20] are created for MNI-B1 for each of the 6

latent dimensions. TS1 for z1 contains all the test inputs from the MNIST test dataset that are

in the first interval of the partitioned z1. TSi : i ∈ [2, 20] of z1 contains all the test inputs from

TSi−1 augmented with the test inputs in the partition i of z1. The number of fault-revealing test

inputs and the total 3-way coverage are measured for all the test suites. The total 3-way coverage

of the test suites varies with the underlying VAE configuration used by IDC, and it remains the

same for different DNN models under test as IDC is a black-box method.

The total 3-way coverage of the test suites created for the MNIST dataset and the number

of fault-revealing test inputs measured using DNN models, MNI-M1, MNI-M2, and MNI-M3 are
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shown in Figure 5.8 and Figure 5.9. Data for Fashion-MNIST and CIFAR10 datasets show the same

trends and are provided in Figure A.3 and Figure A.4 in Appendix A. The curve showing the total

3-way coverage corresponding to the test suites TS1-TS20 is plotted in the top row of Figure 5.8.

The curve is monotonically increasing which confirms that the test generation approach produced a

sequence of tests with increasing total 3-way coverage. There is a sequence of 20 tests constructed

for each latent dimension of the VAE. While all of these test sequences exhibit the monotonic

coverage increase, there is some fluctuation based on how the test data populate each dimension

partition.

To explain in more detail, consider the vertical dotted lines in the plots toward the upper left

corner of Figure 5.8. The intersection point of the vertical dotted line and the curve of z1 in the

leftmost plot of the top row is the total 3-way coverage of the test inputs of TS10 created for the first

latent dimension of MNI-B1 VAE; the intersections with each of the other dimension curves show

coverage for the other per-dimension test suites. The intersection points of the vertical dotted line

with the curves in the plots of the bottom row indicate the number of test inputs of TS10 created

for each latent dimension of the MNI-B1 VAE that are mispredicted by the DNN MNI-M1.

The bottom row of Figure 5.8 and the two rows in Figure 5.9 show the number of mispredicted

labels by test inputs corresponding to the sequence of test suites along the x-axis for a different DNN

under test with varying VAE across the columns. Note that the number of non-noise dimensions

varies with the VAE.

It can be observed from the plots in Figure 5.8 and Figure 5.9 that the number of fault-revealing

test inputs follows a monotonically increasing relationship with the test suites on the x-axis which

implies that the fault-revealing test inputs are distributed across the latent space. This is due to

the design of the per-dimension test suites which control the partitions involved in a test – and

thereby the interactions present in the test suite. To emphasize the point, a plateau in these plots

would indicate that the partitions covered and interactions appearing in a test suite are increased

without detecting any new faults, but this is not observed in the data.

There are 60 pairs of trend lines across this experiment – each dimension’s total 3-way coverage

curve compared with each dimension’s fault-detection curve per DNN. The study measures the

Spearman’s rank correlation coefficient across these pairs to determine the relationship between

the total 3-way coverage of a test and its fault-detection effectiveness. The correlation coefficient
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values range from 0.99 to 1 across all the models and VAE configurations, which implies a positive

correlation between the total 3-way coverage and the number of faults detected by a test suite.

Hence the test suites with higher total 3-way coverage uncover more faults when compared to the

test suites with lower total 3-way coverage.

The plots for the FMN-T VAE configuration shown in Figure A.3 in Appendix A contains a

latent dimension whose curves for the total 3-way coverage and the number of fault-revealing test

inputs follow the shape of a step function. This latent dimension has a KL-divergence value of

10−2 which is the threshold point described in Section 5.3.1. This latent dimension has very few

test inputs in the first eight intervals because of which the number of fault-revealing test inputs

and the total 3-way coverage follow the same trend.

A case study is also conducted to demonstrate that IDC is effective for complex datasets by

repeating the experiment for ImageNet [33]. A FactorVAE configuration, IMG-F in Table 6.1, is

trained with 64 latent dimensions using the ImageNet dataset. Three DNN models trained on the

ImageNet dataset, IMG-M1, IMG-M2 and IMG-M3, (see Table 6.1) are used in the experiment.

While the DNN models are trained using 224x224 size inputs, the study downsampled the ImageNet

dataset size to 32x32 using the procedure described in a research work [25] in order to speed up

the VAE training.

Results of the experiment with the ImageNet dataset are presented in Figure 5.10. The plots

show the total 3-way coverage and the number of test inputs mispredicted corresponding to the

test suites TS1-TS20. The total 3-way coverage and the number of fault-revealing test inputs have

a positive correlation with Spearman’s rank correlation coefficient 1. The results show that IDC

can be applied to complex datasets, such as ImageNet.

Result for RQ2: IDC has a positive correlation with the number of faults present

in the test suites across all the DNN configurations studied.

RQ3: How costly is it to compute IDC?

To compute cost the study measures the runtime of the major components of IDC. While there are

many components to IDC, the preliminary experiments determined that the bulk of the cost lies in

performing OOD filtering and the VAE encoding, each of which is performed per-test. Computing

the total number of feasible partition combinations using Algorithm 2 and the combinatorial cov-
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erage metric, each of which is computed once per test suite, also take non-trivial time. The other

components, e.g., determining noise dimensions, computing the partitions, and filtering based on

target density as depicted in Figure 5.2, have runtimes that are orders of magnitude less than any

of the above mentioned components, so these are not considered in this study.

To evaluate the time performance of IDC, the study measured the runtime to compute the

total 3-way coverage for different VAE configurations, datasets, and OOD Filters. The study uses

β-TCVAE and Two-Stage VAE configurations from Table 5.2 for MNIST, Fashion-MNIST and

CIFAR10 datasets. Table 5.3 provides a breakdown of the costs of each component of IDC using

the LR OOD Filter, in seconds, for test sets of size 10000. The runtimes of all the components are

the average values across 10 repetitions of the experiment.

The LR based OOD Filter is the dominant contributor to IDC runtime across all datasets and

VAEs as it requires training the encoder of its VAE. It takes more than 99% of the total runtime

of the IDC instantiation across our experiments. The β-TCVAE encoders, MNI-B1, FMN-B1, and

CIF-B1 are substantially faster than the Two-Stage VAE encoders MNI-T, FMN-T, and CIF-T,

partially due to the fact that the latter requires two encoders to be evaluated, but a significant

factor could be that the β-TCVAE configurations are implemented in Pytorch [97] whereas Two-

Stage VAE configurations are implemented in Tensorflow [2]; the latter exhibits non-trivial startup

time. The cost of computing the number of feasible partition combinations and the overhead of

the Combinatorial Coverage Measurement (CCM) tool is dependent on the number of non-noise

latent dimensions. In this evaluation, the number of non-noise dimensions ranged from 4 to 63 –

see Table 5.2. Only for the CIF-T VAE, with 63 latent non-noise dimensions, did the cost of the

CCM tool become non-negligible, while the optimizations in Algorithm 2 managed cost even in

that case.

This study demonstrates that the cost of IDC is strongly dependent on the cost of filtering OOD

inputs. There are several alternative OOD filtering techniques that could be used to instantiate IDC

that vary in runtime and in their accuracy in detecting OOD inputs [34, 5]. The study compares

LR with two OOD techniques, Input-Complexity (IC) based OOD detection [113], and ODIN [79]

by generating 2000 CIFAR10 test inputs using DeepTest and DeepXplore in order to produce tests

that are both in and out of the distribution. Table 5.4 shows that LR and ODIN are more selective

than IC filtering, about 8% and 11% more tests respectively. The data also show that IC is about 6
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Dataset VAE OOD Filter Encode Feasible Partition Combinatorial Coverage
Combinations Algorithm Measurement Tool

MNIST
MNI-B1

8216.39
1.64 0.90 2.52

MNI-T 21.33 0.97 2.67

Fashion
FMN-B1

8421.52
1.64 0.85 2.54

FMN-T 22.54 1.03 3.16

CIFAR10
CIF-B1

10968.44
1.87 0.97 3.11

CIF-T 28.46 1.53 30.01

Table 5.3: Average runtime in seconds across 10 repetitions running IDC using different datasets
and VAEs with an LR OOD filter and using total 3-way combination coverage for 10000 test inputs.

OOD Method #In-distribution Inputs Avg. Time per Input

Likelihood-Regret [143] 1686 1.17
Input Complexity [113] 1845 0.19
ODIN [79] 1628 0.09

Table 5.4: The number of in-distribution inputs and the average time taken in seconds by the OOD
method for classifying a single test input are shown in the table. The dataset consists of 2000 test
inputs generated for the CIFAR10 dataset.

times faster than LR, whereas ODIN is approximately 13 times faster than LR. Instantiating IDC

with ODIN for CIFAR10’s test dataset using the CIF-T VAE reduces the total runtime by more

than an order of magnitude from 11047 to 893 seconds.

The paper reporting on LR OOD [143] shows that across a broader range of datasets it is

generally more accurate than ODIN – albeit at an increased cost. For a given application of IDC,

it is advisable to evaluate the accuracy of OOD alternatives on the target dataset. This will allow

one to control costs while achieving good accuracy in rejecting OOD inputs.

Result for RQ3: Aside from the OOD Filter step the cost of IDC is negligible.

The cost of OOD Filtering dominates the cost of IDC, but it can be reduced

substantially by choosing algorithms that are well-suited to the target dataset.

RQ4: How does IDC vary with changes to the underlying VAE?

The VAE plays a critical role in IDC as it defines the latent representation over which coverage is

computed. As described in Section 5.2 different VAEs can be used in IDC and they may vary in

the number of non-noise dimensions and the degree to which they match the latent prior. These

variations can influence IDC and coverage.
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Dataset VAE MMD MMD
Non-noise+Noise Non-noise

MNIST

MNI-B1 0.0804 0.0804
MNI-B2 0.1430 0.0927
MNI-F 0.0460 0.0460
MNI-T 0.0784 0.0392

Fashion

FMN-B1 0.2370 0.0728
FMN-B2 0.4720 0.0672
FMN-F 0.0590 0.0590
FMN-T 0.0583 0.0213

CIFAR10

CIF-B1 0.3530 0.1261
CIF-B2 0.4521 0.1364
CIF-F 0.1200 0.0870
CIF-T 0.0162 0.0158

Table 5.5: MMD values calculated using all the latent dimensions of VAEs and only the non-noise
dimensions of VAEs.

A study is designed with treatments varying different parameters of the VAE to measure the

variation in total 3-way coverage computed by IDC with each VAE for randomly chosen sequences

of test suites. The study uses the VAEs in Table 5.2 for MNIST, Fashion-MNIST, and CIFAR10

datasets which vary with total latent dimension, encoder architectures, and training objective. The

study uses a partial factorial design for each dataset that includes (1) two β-TCVAE configurations

with different latent dimension while keeping architecture and objective same, (2) β-TCVAE and

FactorVAE that have same encoder architecture and latent dimension but different training objec-

tive functions, and (3) Two-stage VAEs that have different encoder architectures, latent dimension,

and training objective functions. The study uses the latent dimension of the best performing VAE

for each dataset as a starting point and reduced that dimension for the other treatments. The num-

ber of non-noise dimensions and the extent to which the learned latent distribution matches the

standard Normal prior are determined at VAE training time by a number of different factors and

while they cannot be directly manipulated, additional data is reported to provide greater context

for interpreting the coverage growth data.

Ten test suites, TSi : i ∈ [1, 10] are created by randomly sampling from the test datasets.

TS1 is created first by randomly selecting 1000 inputs from the test dataset; TSi : i ∈ [2, 10], is

created by augmenting TSi−1 with 1000 random samples from the testset. The study measures
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the cumulative total 3-way coverage across this sequence of tests. Figure 5.11 plots the mean total

3-way coverage computed using IDC with increasing test size for each VAE across 20 repetitions

of the experiment. The x-axis increases the size of the test suite in steps of 1000 and the y-axis

shows the corresponding increase in the total 3-way coverage. While all of the plots show a similar

shape, i.e., increasing monotonically with the rate of increase slowing with test suite size, there are

notable differences.

To study the relationship between the 3-way IDC coverage and how well the VAE models learn

a latent representation that matches the standard Normal prior, the Maximum Mean Discrepancy

(MMD) [45] values of the VAE models are computed and presented in Table 5.5. The MMD values

are computed for the latent space using all the latent dimensions and the non-noise dimensions of

the VAEs. A comparison between MMD values of latent space with and without noise dimensions

indicates that the distribution of the latent space is closer to the standard Normal distribution

when the noise dimensions are filtered out. This is accounted for by IDC as it uses only non-noise

dimensions for measuring test coverage.

To better characterize the variation in coverage across our experiment, the study calculates

the area under the curve (AUC) of the total 3-way coverage versus the 10 test suites for all 20

repetitions of the experiment across the three datasets and four VAEs. Figure 5.12 shows the

median, first and third quartiles of the AUC values in the form of the box and whisker plots. From

the plots, it is evident that the Two-stage VAE configurations MNI-T, FMN-T, and CIF-T show

the highest percentage coverage values across all of the experiments.

The study results imply that the best-performing VAEs have the largest number of non-noise

dimensions and the lowest non-noise MMD – see Table 5.5. The low MMD values mean that

the assumed standard Normal prior is a closer match to the learned latent space. These results

are promising as it appears that IDC does not suffer when a larger latent dimension is used, as

long as MMD is low. The total 3-way coverage of β-TCVAE configurations {MNI,FMN,CIF}-

B1 and {MNI,FMN,CIF}-B2 are among the lowest across all of the experiments. These models

have the highest non-noise MMD and the smallest non-noise latent dimension. The FactorVAE

configurations MNI-F, FMN-F, and CIF-F fall in between these extremes both in terms of latent

dimension and MMD and in terms of the measured IDC metric. The p-values are measured using the

Mann-Whitney U Test, which is a non-parametric test, to demonstrate the confidence in assessing
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Test MNIST Fashion CIFAR10

FactorVAE > β-TCVAE1 7.2e-12 7.2e-12 2.4e-4

FactorVAE > β-TCVAE2 7.2e-12 7.2e-12 7.2e-12

Two-stageVAE > FactorVAE 3.7e-09 7.2e-12 7.2e-12

Table 5.6: p-value calculated for different tests using Mann–Whitney U test for the AUC of the
curves shown in the Figure 5.12. In the table, β-TCVAE1 represents {MNI,FMN,CIF}-B1, β-
TCVAE2 represents {MNI,FMN,CIF}-B2, FactorVAE represents {MNI,FMN,CIF}-F and Two-
stage VAE represents {MNI,FMN,CIF}-T configurations.

whether the total 3-way coverage measured by the Two-stage VAE configurations is greater than

that of the FactorVAE configurations, and the FactorVAE configurations have more total 3-way

coverage than β-TCVAE configurations. The results are presented in Table 5.6, and they show a

strong confidence in the research findings.

The study data clearly show that IDC is sensitive to variations in VAE configuration. They

also suggest that parameters of the trained VAEs, such as the number of non-noise dimensions and

MMD can be an effective means of selecting the best VAE to use in IDC for a given dataset.

Result for RQ4: While IDC is effective in measuring coverage across a range of

VAE configuration settings, using models with lower MMD yields more sensitive

IDC metric when compared to models with higher MMD values.

RQ5: How does IDC compare with existing coverage metrics in measuring coverage

of in-distribution test inputs generated using diverse test generation techniques?

To answer RQ5, an experiment is used to explore the extent to which test coverage computed

by IDC and existing white-box test coverage metrics are sensitive to different types of test in-

puts. This experiment compares the percentage of coverage using the total 3-way coverage metric

for different test generation techniques. The experiment uses test inputs that are generated by

a collection of different state-of-the-art DNN test generation techniques, namely DeepXplore [99],

DeepTest [129], and DLFuzz [47]. These three techniques were selected because they use very dif-

ferent algorithmic approaches to generate tests and, therefore, are likely to produce different kinds

of test inputs. DeepXplore generates tests using gradient ascent and three input transformations:

brightness, occlusion, and blackout. DeepTest generates tests by applying seven image transforma-
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tions on the inputs: translation, rotation, scale, shear, brightness, contrast, and blur. DeepXplore

uses a cross-referencing test oracle, whereas DeepTest uses a metamorphic test oracle. DLFuzz

uses fuzzing for generating test inputs, and it uses a constraint-based test oracle. As has been

demonstrated in prior work, these techniques generate test inputs that are both in-distribution and

out-of-distribution [34]. OOD Filter is used to filter out the OOD test inputs generated by the

three test generation techniques.

A total of nine test suites were constructed for each of the MNIST, Fashion-MNIST, and CI-

FAR10 datasets by starting with the original test dataset FTS, and incrementally adding 1000

test inputs generated using each of the test generation techniques. For example, the first test

suite, named DX, is constructed by adding the test inputs generated by DeepXplore to the FTS.

The remaining test sets are built cumulatively by adding tests generated by different test genera-

tors to DX in this order: DeepTest translation (DT-Trans), DeepTest scale (DT-Scale), DeepTest

shear (DT-Shear), DeepTest rotation (DT-rotation), DeepTest contrast (DT-Contrast), DeepTest

brightness (DT-Bright), DeepTest blur (DT-Blur), and DLFuzz.

Total 3-way coverage metric measured using IDC is compared with six white-box DNN test

coverage metrics: neuron coverage(NC) [99], k-multisection neuron coverage(KMNC) [84], neu-

ron boundary coverage(NBC) [84], strong neuron activation coverage(SNAC) [84], likelihood-based

surprise coverage(LSC) [65], and distance based surprise coverage(DSC) [65]. A neuron activation

threshold of 0.25 is used for measuring NC and k value of 100 is used for calculating KMNC. The

number of buckets for measuring LSC and DSC is 1000, the same value used in the prior works. As

RQ4 demonstrated that test adequacy measured using IDC is sensitive to the VAE configuration

used, IDC is configured using the MNI-B1, FMN-B1, and CIF-B1 VAEs, from Table 5.2, since

these lead to the least sensitive instantiations of IDC as shown in Figure 5.11; using any other VAE

would yield greater increases in test coverage for this study.

Figures 5.13, 5.14 and 5.15 show the study results for MNIST, Fashion-MNIST and CIFAR10

datasets respectively. A plot of each figure corresponds to different comparison groups of coverage

measures. The IDC data are repeated across the plots in each figure to promote comparison; they

are rescaled for each plot. The x-axis of each plot lists the name of the cumulative test set and the

y-axis shows the increase of each metric as a percentage. Data points are interpreted as the new

coverage achieved by adding 1000 tests generated by a new algorithmic technique; each x-tick adds
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a new test generation algorithm. DeepTest brightness results are omitted in the plots of MNIST

and Fashion-MNIST in the Figure because the vast majority of these test inputs are classified as

OOD; for CIFAR10 the brightness transformation is included because the resultant inputs lie on

the data distribution.

Intuitively an effective test coverage measure should have a non-trivial increase in test coverage

when new test inputs are added to a test suite. All the figures use a dashed line to indicate a 1%

increase in test coverage as a reference point in comparing the sensitivity of different test coverage

metrics. Recall that the experiment begins at the coverage level achieved, for each metric, after

running the FTS.

The leftmost plots of all three figure show that the total 3-way coverage computed by IDC is

more sensitive to new tests than NC, as it always leads to a greater increase and most of those

increases are non-trivial, i.e., greater than 1%.

The middle plots of the figures show a more nuanced situation where, for some types of tests,

certain criteria yield greater percentage increases than IDC total 3-way coverage. For example,

Fashion-MNIST DT-Contrast yields tests that produce larger changes in SNAC and NBC than

the total 3-way coverage. In contrast, for many of the test generation techniques, the white box

coverage techniques produce very small changes. For 7 of the 9 test generation techniques on

CIFAR10, the increase in coverage is well below 1%. The total 3-way coverage computed by IDC

exhibits a broader degree of sensitivity to test inputs, only dropping below the 1% threshold in 5

of the 25 cases.

The rightmost plots of the figures again show a nuanced picture, but there is significant variation

with the data set. For MNIST, both LSC and DSC exhibit higher sensitivity than IDC total 3-

way coverage for 3 test generation techniques, whereas for Fashion MNIST, higher sensitivity is

observed for a single test generation technique, DLFuzz. The CIFAR10 data distinguishes DSC

as more sensitive than LSC across the board and more sensitive than the total 3-way coverage for

7 of 9 test generation techniques. The statistical significance at 0.05 level is measured using the

Wilcoxon signed-rank test for comparing the sensitivity of IDC with other metrics across all three

datasets. The results indicate that IDC has higher sensitivity when compared to NC, KMNC,

NBC, and LSC with p-values 2.98e-8, 1.49e-7, 0.018, and 0.005 respectively whereas the test failed

for SNAC and DSC with p-values 0.0704 and 0.552 respectively. While IDC cannot be said to be
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Dataset Metric LF1 LF2 FTS

MNIST
Mutation Score 100 93.33 100
Total 3-way cov. 36.34 32.81 59.34

Fashion
Mutation Score 91.93 80.64 100
Total 3-way cov. 25.17 36.67 56.95

Table 5.7: Total 3-way coverage computed by IDC vs Mutation Score computed by DeepCrime for
different test suites. All values are in percentages.

more sensitive than SNAC and DSC, the results show that the total 3-way coverage falls below the

1% threshold in 5 of 25 cases, whereas SNAC and DSC fall below the threshold in 19 and 8 cases,

respectively. These findings motivate further study in order to better understand how white-box

and black-box DNN coverage techniques can complement each other.

Result for RQ5: IDC is sensitive to the test inputs generated using nine test

generation techniques across three datasets. The test coverage metric computed

by IDC is more sensitive to novel test inputs when compared to NC, KMNC,

NBC, and LSC, whereas in comparison to SNAC and DSC it exceeds the 1%

threshold more frequently.

RQ6: How does IDC compare with DNN mutation testing with respect to feature

diversity in a test set?

To answer this question, the study uses an experiment to compare the DNN Mutation Score with

the total 3-way coverage metric in regards to their sensitivity in detecting feature diversity. In

testing traditional software, mutation testing has proven effective as a metric for test adequacy.

Recent work has adapted mutation testing to DNNs to determine if yielding a similarly effective

adequacy measure is applicable to DNN testing. DNN mutation testing techniques assess test

suites by hypothesizing a fault model and measuring the extent to which faults related to that

model when added to the DNN development process yield DNNs that can be detected by the test

suite. Conceivably a fault model could be related to the features present in the data distribution,

but none of the approaches proposed to date [58, 85, 56, 115] defined mutation operators for testing

the features diversity used in testing. Consequently, there is no reason to expect that the existing

DNN mutation operators will be particularly sensitive to feature diversity in a test set.
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This experiment compares the sensitivity of DNN Mutation Score (MS) in reflecting the feature

diversity of the inputs using the mutation operators available in the literature [58]. For the study,

test suites are constructed to have different degrees of feature diversity for the MNIST and Fashion-

MNIST datasets. A number of strategies are possible for creating test suites with different feature

diversities, such as selecting the tests by controlling the regions of the latent dimensions covered

as shown in RQ2, using human expertise to create the test suites, and by creating test suites with

specific class categories. The study uses two different strategies to create the test suites. In the

first approach, the study performs a latent traversal of the VAE trained on the MNIST dataset

for different seed images and identifies human recognizable features. Orientation is identified as a

feature for the MNIST dataset, and the test dataset of MNIST is split based on the orientation

of the digit images. All the images that are tilted towards left are in the first test suite LF1, and

the rest of the images tilted towards right are in the second test suite LF2. Manual verification is

used to ensure that all the inputs in each of the test suites, LF1, and LF2 have the same feature.

The study considers the full test dataset, FTS as a test set with high feature diversity for each of

the DNN models. Since the latent dimensions might not always learn human recognizable features

which is the case with the Fashion-MNIST models used in our study, the study uses a different

strategy for the Fashion-MNIST dataset. The Fashion-MNIST test dataset is split based on the

type of object; LF1 for Fashion-MNIST images of footwear and bags, while LF2 contains all

clothing images.

The study uses recently published research, DeepCrime [58], for generating mutants to test the

DNNs. DeepCrime supports 24 mutation operators (MO) [58]. Mutants are generated for all of the

MOs and selected the MOs that are killable, non-trivial, and non-redundant for the MNIST and

Fashion-MNIST datasets. DeepCrime required an average of 2680 models to be trained for each

of the five different datasets used in their studies. The CIFAR10 dataset is excluded in this study

since training a CIFAR10 model thousands of times is very costly in terms of the runtime.

The sensitivity of IDC’s total 3-way coverage and the MS are studied with respect to the features

present in the test suites: LF1, LF2, and FTS. The MS and total 3-way coverage measured using

IDC for all three test suites for both MNIST and Fashion-MNIST are presented in Table 5.7. As

in RQ5, this study also uses the β-TCVAE configurations, MNI-B1, FMN-B1, and CIF-B1 from

Table 5.2.

85



The average change in the MS for LF1, and LF2 with respect to FTS is 3.3% for MNIST and

13.7% for the Fashion-MNIST dataset. The average change in the total 3-way coverage for LF1,

and LF2 with respect to FTS is 41.7% for MNIST and 45.7% for the Fashion-MNIST dataset.

The results show that DNN mutation testing using the existing mutation operators is much less

sensitive to feature diversity when compared to IDC.

As discussed above, this is not surprising since DNN mutation testing uses operators that arise

from a fault model that does not consider diversity. These findings suggest that DNN mutation

techniques might benefit from incorporating concepts from IDC to develop feature diversity-related

mutation operators. For example, an operator might filter training data based on patterns detected

in IDC feature vectors. The filtered data sets could be used to train models that are insensitive to

specific feature combinations. Such trained models would only be killed by test suites that cover

those feature combinations.

Result for RQ6: The mutation operators used in existing DNN mutation testing

techniques do not target feature diversity thereby making mutation testing sig-

nificantly less sensitive to feature diversity than IDC. IDC suggests strategies for

mutation operators to enhance DNN mutation testing in this regard.

5.3.3 Threats to Validity

The findings of these studies depend on a number of choices that are made in instantiating IDC,

applying those instantiations, and comparing the results of IDC to existing baselines. IDC is open-

sourced for the replicability of this research at https://github.com/less-lab-uva/InputDist

ributionCoverage.

Efforts were made to mitigate threats to internal validity by reusing component implementations

wherever possible, e.g., white-box coverage techniques, test generation techniques, VAE, OOD, and

CCM components, and by cross-validating IDC results using different instantiations of IDC with

those components. In addition, the learned latent representations were qualitatively spot checked

to understand whether they were capturing feature variation in training datasets.

Threats to external validity were mitigated by exploring a wide range of experimental settings

and baselines, e.g., data sets, test generation techniques, and white-box coverage techniques. The

consideration of test generation and white-box coverage techniques is quite thorough in relation to
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the published literature. However, only pixel-level transformation based test generation approaches

are used in the experiments, and more studies are required to evaluate the effectiveness of IDC to

test inputs generated by feature level manipulations using testing frameworks such as [155] and

[48]. While this research considered three widely used data sets from the DNN testing literature,

the datasets are used in the image classification domain. There is always room to improve generaliz-

ability by reproducing this research on additional datasets that are used in text based classification

and regression domains. With regard to the ability of IDC to generalize this research considered 4

state-of-the-art VAE configurations per dataset finding relatively stable results across that space.

IDC metric is not directly comparable to existing white-box DNN coverage techniques and

there does not exist another black-box DNN coverage technique to compare against. To mitigate

questions of construct validity the study is conducted using a synthetic benchmark, dSprites, for

which the feature interactions and diversity can be manipulated and ground truth is available.

Admittedly there are few such benchmarks available, which raises questions of generalizability, but

the dSprites study allows exact computation of the feature interaction metric providing a clear

baseline for comparison with the IDC metric.
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Chapter 6

CIT4DNN: Latent Space

Combinatorial Test Generation

This chapter describes CIT4DNN, a test generation algorithm to systematically test DNNs with

diverse and rare inputs that satisfy the feature interaction test adequacy. CIT4DNN is developed

using the latent space, generator, and constrained covering array generator components of the

DisTest framework. CIT4DNN like IDC uses the latent space of a generative model as the testing

domain. CIT4DNN applies CIT on the partitioned latent space to generate covering arrays contain-

ing combinations of partitions, called test descriptions, that cover all the t-way feature combinations

resulting in test diversity. To support testing with rare inputs, CIT4DNN formulates constraints on

a target density of the latent space and uses a constrained CIT algorithm extended with an SMT

solver to generate test descriptions that belong to the required target density. CIT4DNN lever-

ages the generator networks of deep generative models that convert samples in the latent space

into inputs in the training data domain which corresponds to mapping test descriptions into test

inputs.

CIT4DNN is black-box and only depends on the training inputs, which makes it reusable across

multiple DNN models trained on the same dataset. Also, the test descriptions generated by the

CIT are dependent only on the dimensionality of the latent space. As a result, the test descriptions

can be reused across multiple DNN models trained on different datasets and instantiations of

CIT4DNN with different generative model architectures as long as the generative models have the
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same latent dimensionality. This results in test description generation time being amortized across

testing many different DNNs under test. Section 6.4 describes how permuting test descriptions

can further increase test diversity with low overhead. Unlike IDC, CIT4DNN does not require an

encoder module which makes it portable across a variety of generative models including GANs [44]

that do not contain encoder modules.

The research makes the following contributions:

1. CIT4DNN – a black-box DNN test generator capable of efficiently and automatically produc-

ing diverse and rare test inputs,

2. a method for applying CIT to the latent space of a generative model that enables reusing test

descriptions to generate inputs with increasing diversity,

3. first test generation method to achieve feature interaction test adequacy on the latent space,

4. a constraint-based method to generate rare inputs without costly rejection sampling, and

5. the results of an evaluation across a range of datasets, DNNs, and instantiations of CIT4DNN

that demonstrates its beneficial characteristics.

6.1 Overview

The goal of CIT4DNN is to automatically and efficiently generate diverse inputs from a specific

target density of the data distribution. Figure 6.1 describes the overview, parameters, and a working

example of CIT4DNN in the top, middle and bottom rows of the figure respectively. CIT4DNN

uses a generative model with a standard Normal prior, N (0, 1), with the latent space representing

the features of the training data distribution. CIT4DNN leverages the properties of N (0, 1) to

partition the latent space into equal-density partitions and formulates radial constraints to cover a

specific target density of the latent space. CIT4DNN has three modules as shown in the top row of

Figure 6.1, 1) the Constrained Combinatorial Interaction Testing (CCIT) module, 2) the Sample

Partition module, and 3) the generator module.
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6.2 Parameters

The middle row of Figure 6.1 shows the parameters of CIT4DNN. The input parameters are the

latent space Z with dimensionality k, partitions along each latent dimension represented by P,

strength of CIT, t, and the target density [di, do]. The target density is converted into a pair of

radii using the interval function of a Chi distribution and these radii are used for formulating the

CIT constraints. The CCIT module uses these parameters to generate an RCCA that contains

the test descriptions. Each row of the RCCA is a test description containing k elements, each

element a partition of the corresponding latent dimension. Any t columns of the RCCA contain

all the t-way partition combinations of the corresponding latent dimensions. Further, each row of

the RCCA satisfies a constraint that there should at least be one latent sample per test description

that belongs to the target density. The Sample partition module converts the RCCA into a set

of latent samples S, such that each element of the S belongs to the partition represented by the

corresponding element of the RCCA and also each sample of S belongs to the target density.

The generator module converts latent samples into test inputs, and the generated test inputs are

guaranteed to achieve 100% t-way combinatorial coverage of the target density in the latent space.

6.3 Working Example

This section describes a working example to demonstrate the CIT4DNN workflow. The example

uses the MNIST dataset that contains images of handwritten digits [75]. The bottom row of Fig-

ure 6.1 shows a 2-dimensional latent space partitioned into 4 intervals along each of the dimensions,

k = 2 and |P| = 4. Constraints are formulated using [ri, ro] = [0.1, 3.2] that represents a shell in-

cluding a target density of .99 of N (0, 1). This is obtained using the interval function of a Chi

distribution for a cumulative density of .99 and 2 degrees of freedom. CIT4DNN then applies CCIT

to generate an RCCA whose rows contain test descriptions with 1-way feature combinations, i.e.,

each column in the RCCA contains all four partitions of P occurring at least once. CIT4DNN then

converts the test descriptions into samples in the latent space. Finally, CIT4DNN uses a generator

(G) to convert samples in the latent space into test inputs.
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6.4 Approach

6.4.1 Radial Constrained Covering Arrays

The latent space with a multivariate standard Normal prior has its probability concentrated in an

annulus [6], and the probability density along the radial dimension of the annulus is described by

a Chi distribution. Hence a target density can be converted to a pair of radii using the interval

function of the Chi distribution, which generates bounds of an interval with equal areas around

the median containing the target density [35]. These radii are used to specify the constraints for

the CCIT and the resulting covering array is referred to as a Radial Constrained Covering Array

(RCCA).

Definition 10 (Radial Constrained Covering Array). A radial constrained covering array,

RCCA(t, k,P, [ri, ro]), is an N × k array where: 1) Each column 1 ≤ i ≤ k contains an ele-

ment of P; 2) the rows of each N × t subarray cover all t-way feature combinations that are feasible

for the given radii, [ri, ro], at least once; and 3) all rows are feasible combinations for the radii.

An RCCA differs from Cohen et al.’s [29] CA in two ways. First, RCCAs are value-symmetric

which means that each of the columns of the array can take on exactly the same set of values, P.

Second, whereas the prior work formulated satisfiability constraints over propositional constraints,

CIT4DNN employs the quadratic distance constraints from IDC to model the feasibility relative

to a target density – specifically, CIT4DNN uses the checkConstraint function from Alg. 2.

CIT4DNN adapts the greedy AETG-SAT covering array generation algorithm from [29] with this

modification to generate RCCA.

Continuing the example, Figure 6.2 depicts the 2-dimensional latent space – the surface com-

prised of light-gray grid lines with densities shown as intensities of orange and marginal distributions

for each dimension shown separately, P (zi). The gray rectangular regions on the plane show the

4-way partitioned latent dimensions within an outer target density of 0.99 (solid circle). The four

black circles, e.g., s1, depict a 1-way covering array that covers each partition of each dimension.

Restricting the target density to the range [0.97, 0.99] – the shell between the dashed and solid

circles – requires a larger covering array. The black square coordinates depict samples, e.g., s2, from

a 6-row covering array. Some of these samples, e.g., s3, s5, fall outside of the shell and are projected
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Figure 6.2: Depiction of CIT4DNN applied to a 2-dimensional latent space partitioned 4-ways
(P = {[−3.25,−0.67), [−0.67, 0), [0, 0.67), [0.67, 3.25]}). The dashed and dotted circles depict target
densities of 0.99 and 0.97, respectively. The coordinates, s1, and others represented by black-filled
circles are samples from the 4 rows of a 1-way covering array for target densities within [0, 0.99]
based on P. Decoding those coordinates yields 4 test inputs. Targeting rare inputs in the density
range [0.97, 0.99] – the shell bounded by the circles – increases the chance that samples, s2, s3, s5,
and others represented as black-filled squares, fall outside the shell, e.g., s3, and must be projected
to it, s4. Projected samples from a covering array, shown in blue, can be further diversified by
permuting the array and resampling, shown in green.
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(arrows) to the blue triangle coordinates, s4, s6, using the method discussed in subsection 6.4.3,

corresponding to the lines 23-36 of Alg. 3.

6.4.2 Reusing RCCA

CIT4DNN is designed to be applicable to any input domain for which a high-quality generator

can be trained, but it is largely independent of the learned mapping between the domain and the

generator’s latent space, i.e., CCIT and Sample Partition modules in Figure 6.1 are independent of

the generator module. Instead, CIT4DNN relies on the dimension of the latent space and the fact

that the latent distribution is a close match to an isotropic standard normal prior. The benefits of

this decoupling of CIT4DNN from the input domain are described below.

Whereas prior CIT work focuses mostly on 2-way combinatorial strength [131], for DNN test

generation 3-way coverage yields much more diverse test suites. This presents a challenge since

the cost of generating CAs grows combinatorially with t. CIT4DNN leverages the fact that a t-

way RCCA for a k-dimensional latent space partitioned p ways in a target density range [di, do] is

independent of the VAE’s encoder and decoder. Thus, an RCCA for an input domain modeled by

a k-dimensional latent space can be pre-computed and reused, which saves execution time. Reuse

might work against diversity, but as explained below, the isotropic latent space means that that

column-wise permutation of an RCCA yields an RCCA that, with high probability, has distinct

rows.

Proposition 1 (RCCA Permutation Closure). The set of RCCA(t, k,P, [ri, ro]) are closed under

column-wise permutation.

Proof. Let r ∈ RCCA(t, k,P, [di, do]) and p : [1, k] → [11, k] be a surjective function defining a

column permutation of r.

For i ∈ [1, k], let t(i) be the set of t-tuples present in r involving column i. Since r is a covering

array, t(i) is the complete set of tuples pairing values of i with all other column-value pairs.

A tuple in t(i) is of the form (vj1 , . . . , vi, . . . , vjt−1) and is mapped by p to (vp(j1), . . . , vp(i), . . . , vp(jt−1)).

Every tuple in t(i) is mapped in this way, and since p is surjective, it generates a complete set of

tuples for column p(i). Applying this mapping for all columns means that the permutation of r

yields a covering array.
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Figure 6.3: Diverse test inputs generated by column permutations of a row of an RCCA.

Radial constraints are formulated in terms of the sum of the intervals associated with the

partitions in a row. Since addition commutes, the constraints hold on any permutation of a row.

In general, there are k! possible permutations, but repeated partition values in rows will reduce

the number of distinct permutations. If there are c repeated values, then the number of distinct

permutations is reduced by c!− 1, but the probability of c repeated values is 1
p

c−1
which indicates

that the vast majority of the k! will be distinct.

In Figure 6.2, a second sample for the [0.97, 0.99] shell would permute its columns to generate the

green diamond coordinates which generates additional diverse tests. For example, the coordinate

s4 = (−0.3, 3.0) when permuted yields s7 = (3.0,−0.3).

To illustrate the diversity of column permutation, a row of a 3-way covering array is randomly

selected for MNIST with k = 9, p = 20, di = 0.9999, and do = 0.999999. The row’s partitions

are: ⟨p17, p8, p11, p5, p16, p1, p17, p2, p15⟩. Note that marginal density is centered in partitions p10

and p11, so this row has a number of partitions far from the center of mass which is required by the

target density range. Only two columns share a common partition value meaning that there are

k!− (c!− 1) = 362879 distinct column permutations. Figure 6.3 shows the images generated from

8 random permutations of this row and shows the diversity possible from column permutation.

6.4.3 CIT4DNN Algorithm

Alg. 3 defines CIT4DNN as a pair of functions: CIT4DNN and sample-partition. The entry point

is the function CIT4DNN which first extracts the latent dimension and computes their partition

– lines 2-3. Lines 4-11 employ RCCA to compute the covering array handling two cases. The

simpler case is where di is zero and a single covering array is constructed – line 10 – based on the

radii calculated for do – line 4. The more complex case – lines 6-8 – deals with the case where an

inner target density is defined. Here a pair of covering arrays are constructed – lines 7-8 – where

one uses the inner radii for di and do and the other uses the outer radii to define the shells used

to compute RCCA. CIT4DNN requires that di < do which means that their corresponding shells
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– whose radii are computed on lines 4 and 6 – are concentric, requiring that the roles of the radii

be transposed when computing the inner covering array – line 7. Lines 12-18 generate n samples

from each row of the covering array CA. To yield more diverse test samples, rather than drawing

multiple samples from the same covering array, n column-wise permutations of the covering array

are generated – line 14 – and draw a single sample from each row of each permutation – line 15.

Since rows of the covering array(s) may be associated with different radii, the radii along with each

row are recorded to generate latent samples – line 15. The set of generated latent samples, S, is

decoded to generate a set of test inputs – line 16.

A call to CIT4DNN(G, 0.97, 0.99, 1, 4, 1), with a 2-dimensional latent space, is depicted in

Figure 6.2. The 4-way, equal-density partition is shown as P along the back z2 axis. The pairs of

interval partitions subdivide the plane into 16 rectangles. To simplify the example, consider just

the case of the outer radii computed on lines 4 and 6 which are 3.255 and 2.898, respectively. The

call to RCCA on line 8 results in:

{(p1, p1), (p2, p4), (p3, p1), (p1, p2), (p4, p3), (p4, p4)}

which covers each partition in each dimension with 6 rows. The rows are required because the

four inner rectangles, e.g., (p2, p2), do not intersect the target outer density shell and are thus

infeasible.

The sample-partition function samples coordinates, s, using the density associated with the

partition interval, [li, ui], for each dimension, i – line 22. When inner and outer densities target a

rare portion of the input distribution a sample within the partition intervals may not lie between the

target radii – line 23. This can be observed in Figure 6.2 where there only a small arc of the outer

shell intersects with any of the rectangular partition combinations. Lines 24-35 compute a sample

that satisfies the partition and radial constraints using SMT. CIT4DNN builds on the squared-

distance constraint formulation used in the checkConstraint function from Alg. 2, which works

because distance constraints are insensitive to the orthant1 within which a partition lies. CUT4DNN

records a sample’s orthant, q, as a vector that holds the polarity of each sample coordinate – line

24. Lines 26-33 compute squared-distance constraints and then solve them for a model in line 34.

1An orthant is the high-dimensional analog of a quadrant.
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The use of radial constraints in RCCA generation guarantees these constraints are solvable. The

model generated holds the squared coordinates and lies in the positive orthant. Line 35 recovers

the coordinates and maps them to the recorded orthant and updates the sample s to be returned.

Sampling from row (p2, p4) results in coordinate s6 in Figure 6.2. The radius of this coordinate

falls short of 2.898, the dotted circle. The orthant is recorded, q = ⟨−1, 1⟩, and the following

squared radial constraint is formulated:

(0 < vs[1] ≤ (−0.674)2) ∧ ((0.674)2 ≤ vs[2] ≤ (3.255)2)∧

((2.898)2 ≤ vs[1] + vs[2] ≤ (3.255)2)

where vs[1] = (z1)
2 and vs[2] = (z2)

2. Solving the constraint yields a satisfying model where vs[1] =

0.04 and vs[2] = 9. Taking the square root and recovering the orthant yields the blue coordinate

s′6 = (−0.2, 3). A similar calculation projects s7, . . . , s10 to the blue coordinates s′7, . . . , s
′
10 in the

target shell. Permuting the columns of the covering array to draw a second sample results in the

row (p4, p2) which is sampled and solved to yield the red coordinate s′11. Rows of a permuted

covering array need not be distinct, e.g., (p1, p1), but as this example illustrates the vast majority

of the rows, e.g., 5 of the 6, will be distinct especially as k and p increase.
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Algorithm 3 Latent Space CIT Sampling for DNN Test Generation

Input:
G ← Generator
[di, do] ← Target density
t ← strength of CIT
p ← No. of partitions
n ← No. of samples per Covering Array (CA) row
Output: Set of test inputs

1: function (G, di, do, t, p, n)
2: k ← dim(G)
3: P ← partition-eq-density(p, do)
4: ri, ro ← Chi.interval(do, k)
5: if di > 0 then ▷ Construct two shells
6: r′i, r

′
o ← Chi.interval(di, k)

7: CA← {(c, ri, r′i) : c ∈ RCCA(t, k,P, [ri, r′i])}
8: CA← CA ∪ {(c, r′o, ro) : c ∈ RCCA(t, k,P, [r′o, ro])}
9: else ▷ Construct one shell

10: CA← {(c, ri, ro) : c ∈ RCCA(t, k,P, [ri, ro])}
11: end if
12: S ← ∅
13: for i ∈ [1, n] do
14: CA← permute-columns(CA)
15: for (c, ri, ro) ∈ CA do
16: S ← S ∪ sample-partition(c, ri, ro)
17: end for
18: end for
19: return {G(s) : s ∈ S} ▷ Decode latent samples
20: end function
21: function sample-partition(c, ri, ro)
22: s← ⟨s1, . . . , s|c|⟩ : si ∼ [li, ui] ∧ (li, ui) = ci
23: if ∥s∥ < ri ∨ ∥s∥ > ro then
24: q ← ⟨q1, . . . , q|c|⟩ : qi = ite(s1 < 0,−1, 1)
25: vs← get-fresh(|c|)
26: ψ ← true
27: for i ∈ [1, |c|] do
28: (l, u)← ci
29: ψ ← ψ ∧ vs[i] ≥ ite(u > 0, l2, u2) ▷ Lower bound
30: ψ ← ψ ∧ vs[i] < ite(u > 0, u2, l2) ▷ Upper bound
31: end for
32: ψ ← ψ ∧ (

∑
i∈[1,|c|] vs[i]) ≥ (ri)

2

33: ψ ← ψ ∧ (
∑

i∈[1,|c|] vs[i]) ≤ (ro)
2

34: m← get-model(ψ)
35: s← ⟨sqrt(m1) · q1, . . . , sqrt(m|c|) · q|c|⟩
36: end if
37: return s
38: end function
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6.5 Evaluation

Experiments are designed to demonstrate the effectiveness of CIT4DNN in generating realistic,

feature-diverse, and rare inputs for testing DNNs by exploring a series of research questions:

RQ1: How realistic are tests generated by CIT4DNN?

RQ2: How effective is CIT4DNN in generating feature-diverse tests?

RQ3: How does fault density vary with the latent distribution?

RQ4: How cost-effective is CIT4DNN in targeting normal and rare inputs?

6.5.1 Experimental Setup

Three Classification datasets, MNIST [75], FashionMNIST [141], SVHN [94], and two regression

datasets, TaxiNet [60] and Udacity [58], are used in the studies. MNIST and SVHN are selected

as they are used in the experimental studies of the baselines of our work, DeepHyperion-CS [156]

and SINVAD [61]. FashionMNIST, TaxiNet, and Udacity are considered as they represent domains

different from that of MNIST and SVHN. For each of the datasets, VAEs are trained for instan-

tiating CIT4DNN as shown in Table 6.2 and two DNN models as shown in Table 6.1 to study

fault-revealing test inputs in RQ3 and RQ4.

Datasets and DNN Models

MNIST contains greyscale images of handwritten digits; it has 60k training inputs and 10k test

inputs. LeNet-4 [76] and LeNet-5 [76] DNNs trained for this dataset are used in the studies.

FashionMNIST contains 28x28 greyscale images of fashion products belonging to 10 categories.

FashionMNIST networks used in the IDC research are used in this work. SVHN contains 32x32

color images of digits in natural scenes; it has 73257 training inputs and 26032 test inputs. All-

CNN-A and All-CNN-B networks are trained for this dataset [122].

TaxiNet contains aircraft runway images with 16x32 resolution with cross-track position and

heading angle for each. The TaxiNet dataset has 80k training and 20k test inputs. The experi-

ments use the network from an open-sourced artifact as one of the models for the differential test

oracle [138]. Since a second model for TaxiNet is not available, a custom model is developed by

adding two extra fully connected layers to the first model and using ELU activation in one of the
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layers. The same training hyperparameters are used for training both models. The Udacity dataset

is a self-driving car dataset generated in a simulation environment as open-sourced by DeepCrime

work [58]. This dataset has 9800 training inputs and 2451 test inputs where each input is a 160x320

color image. Two models, NVIDIA’s Dave-2 and Epoch are trained to output steering angles for

the inputs [7, 58, 36].

Test Oracles

Since CIT4DNN does not use any seed inputs, it requires a test oracle that works with unlabelled

data for identifying fault-revealing test inputs. Similar to DeepXplore, this research uses a differ-

ential test oracle [99]. For classification datasets, the test oracle fails when the two DNN models

trained on the same dataset predict different classes. For the regression datasets, the steering angle

outputs of DNNs for Udacity and the heading angle outputs of the DNNs for TaxiNet are used for

formulating the test oracle. The test oracle fails when the outputs of the two models have different

signs, and the difference in their predictions is greater than 5% of the output range of the test

dataset. There are other test oracles proposed in the literature study of which is left for future

work [142, 124, 134, 31].

6.5.2 CIT4DNN Instantiation

CIT4DNN has five configuration parameters that yield a large experimental space. To control costs,

the studies consider a range of parameter combinations selected to explore the RQs and leave a

fuller consideration of the parameter space to future work.

Generator CIT4DNN uses a pre-trained Generator, and the studies use the decoder networks

of variational autoencoders (VAE) as the Generator networks in the experiments. Since using

higher-quality VAEs is beneficial, this research explores a combination of two recent innovations in

VAE architecture and training: a two-stage VAE [32], which ensures a better match to the prior

and a σ-VAE [110], which optimizes the balance between loss terms that govern reconstruction

accuracy and matching the prior.

The quality of tests generated by CIT4DNN is dependent on the quality of VAE used. This

research performs a study that engineers can use to choose an appropriate VAE for the application

of CIT4DNN. This involves measuring the quality of generated images. Prior work used either
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qualitative analysis or FID score to assess image quality [61, 17, 149]; this research extends those

by incorporating the state-of-the-art coverage and density metrics for generative models [91].

The study uses three VAE architectures: a basic VAE [68], denoted K, a basic VAE trained

with optimal variance estimate [110], denoted Kσ, and a Two-Stage VAE [32] trained with optimal

variance estimate, denoted 2σ. VAEs for the MNIST dataset are trained using the network con-

figuration used in Burgess et al. [13] and all other VAEs are trained using InfoGAN [22] network

configuration. The network layers are modified to fit the input sizes of the respective datasets.

Each VAE configuration is trained for five datasets (MNIST, FashionMNIST, SVHN, TaxiNet,

and Udacity), resulting in the 15 VAE configurations shown in Table 6.2. The non-noise latent

dimension, k, for 2σ is reported since using non-noise latent dimensions is recommended by IDC

for formulating the test coverage domain.

Target Density Across the experiments, a range of target densities are considered that include

both high-density and low-density regions of the latent distribution to study both normal and

rare input test generation. More specifically, the studies use the following overlapping higher-

density regions: D1 = [0, 0.99], D2 = [0.49, 0.99], D3 = [0.94, 0.99], and a disjoint set of low-density

regions: D4 = [0.99, 0.9999], D5 = [0.9999, 0.999999]. The target densities are distributed across

the research questions to control the experimental cost. RQ1 uses only D1, which includes 99% of

the distribution since the aim of the study is to explore normal inputs. RQ2 studies the diversity

of normal inputs using D1 and also the improvement in diversity obtained by adding rare inputs

from the tail of the distribution, D5 with a density of .99e-4. RQ3 uses all of the regions as it

studies the prevalence of faults across the regions with varying densities. RQ4 has two sub-studies

that use both normal and rare inputs, which led to selecting D1,D5, and D1,D4 in order to include

both low-density regions in the experiments respectively.

CIT Parameters and n RQ1 and RQ2 vary p and t as they study aspects of the diversity of

test sets. For RQ3 and RQ4, p = 20 and t = 3 are used since these were shown to be good choices

for assessing test suite coverage [35]. n=1 is used in all of the research questions except for RQ4,

which explores the fault-revealing capability of the test sets generated for increasing n.
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Dataset Architecture #Parameters Metric Value

MNIST
LeNet-4 [76]
LeNet-5 [76]

69362
107786

Accuracy
Accuracy

99.05%
98.53%

Fashion
Custom [102]
Custom [140]

1.6M
3.3M

Accuracy
Accuracy

93.58%
92.26%

SVHN
ALL-CNN-A [122]
ALL-CNN-B [122]

1.2M
1.3M

Accuracy
Accuracy

96%
95.67%

TaxiNet
Taxi1 [138]
Custom

650
794

MSE
MSE

63.31
37.79

Udacity
Dave-2 [7]
Epoch [36]

2.8M
104.9M

MSE
MSE

0.014
0.016

Table 6.1: Models used in our studies with number of parameters, test accuracy or MSE (Mean
Squared Error); “M” denotes millions of parameters.

6.5.3 Results and Research Questions

RQ1: How realistic are tests generated by CIT4DNN?

The inputs generated by the testing techniques should be representative of the input data distribu-

tion for the testing to be effective [34]. This research conducts a study to investigate whether the

inputs generated by CIT4DNN are realistic. The study first shows that the selected models gener-

ate viable outputs with random sampling; it then shows that sampling with CIT4DNN preserves

the fidelity of the underlying 2σ VAE. Realism, as defined in Chapter 2, is difficult to measure

directly. The study uses qualitative comparison and FID scores as previous work [61] has and also

uses a newer, 2-dimensional metric: Density & Coverage.

The study computes FID and Coverage scores relative to the full test set for each dataset to

select the best VAE. While FID is sensitive to test set size, this is not an issue since the study

only compares within model architectures trained for the study. FID is also highly variable across

implementations - the study uses the torchmetrics FID implementation on Inception v3’s 2048

layer. For Coverage the study uses the reference implementation[103] with K=5 and torchvision’s

pretrained vgg16 Imagenet model as the embedding. For datasets smaller than 32x32, the study

upscales by repeating the undersized dimension until the image is 32x32; for single channel datasets

the study repeats the greyscale channel 3 times. The results are provided in Table 6.2.

The study results indicate that VAEs with optimal variance perform consistently better than
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Dataset Size Type k Coverage FID

MNIST 10000
K 0.145 89
Kσ 0.756 44
2σ 9 0.751 43

Fashion 10000
K 0.322 161
Kσ 0.518 105
2σ 12 0.574 92

SVHN 26032
K 0.452 137
Kσ 0.742 49
2σ 30 0.769 62

TaxiNet 13502
K 0.003 379
Kσ 0.807 68
2σ 8 0.897 43

Udacity 2451
K 0.059 154
Kσ 0.183 139
2σ 23 0.274 120

Table 6.2: Coverage and FID scores for VAEs of different types for each dataset evaluated relative
to test set of given size. Best metric values are in bold. Latent dimension, k, shown for 2σ VAE.

those without on both metrics. Additionally, for each metric, 2σ performs better for 4/5 datasets.

To reduce the cost of subsequent experiments, the 2σ VAE is used to instantiate CIT4DNN.

It is a common practice in the generative model literature to perform a visual study to verify the

quality of the generated inputs [110, 9]. Using the same approach, the random samples generated

by the VAEs are manually checked for visual similarity with their training inputs and any visual

anomalies. Figure 6.5 shows random samples for visual inspection. The study also performed a

qualitative comparison of randomly generated outputs from each VAE to random test samples.

This analysis confirmed the quality of the 2σ; randomly generated samples from this VAE are

shown in the r rows of Figure 6.5 and test samples are shown in the t rows.

The study also uses Density, Coverage, and FID to assess the impact of selecting tests using

CIT4DNN as compared to randomly sampling the VAE. Density is run with the same configuration

as Coverage. The study is limited by the small size of CIT4DNN’s t=2 test sets (100% 2-way

coverage is achieved with 528-832 tests depending on dataset), so the study tests with random

samples of size 500 from each set and repeat the trails 100 times each. The results are shown in

Figure 6.4.

The study results indicate that sampling with CIT4DNN, for either value of t, preserves the

realism of the 2σ VAE as measured by Density, Coverage, and FID. This is confirmed with a

qualitative analysis. Example CIT4DNN tests with t = 3 are provided for each dataset in the rows
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Figure 6.5: Sample images for each dataset from test set (t), 2σ (r), and CIT4DNN (3).

labeled 3 in Figure 6.5, and they are compared with randomly generated tests in the rows labeled

r.

RQ1 Finding: Based on both FID and qualitative analysis used by prior work and

the state-of-the-art Coverage and Density metrics, the study results show that

CIT4DNN generates tests that are as realistic as any that can be generated by

the VAE used to instantiate it.

RQ2: How effective is CIT4DNN in generating feature-diverse tests?

To provide insight into the diversity of the tests generated by CIT4DNN with respect to human

interpretable features, ground truth features are required for the datasets used in the studies (which

are unknown). DeepHyperion-CS [156, 155] is a recently published approach that uses human
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interpretable features for generating diverse tests. Their evaluation shows that DeepHyperion-

CS is superior to DeepHyperion [155], DeepJanus [106] and DLFuzz [47] with respect to feature

diversity. For these reasons, DeepHyperion-CS is used as a baseline in this study.

DeepHyperion-CS uses human assessors to identify the features of the input data; the experimen-

tal studies include MNIST [75] and BeamNG [156] datasets. Of these datasets, DeepHyperion-CS

transforms the inputs directly only for MNIST, so this study compares CIT4DNN on that dataset.

DeepHyperion-CS generates feature maps of the generated test sets and uses the metrics, Filled

Cells (FC), and Coverage Sparseness (CS), computed over the feature maps to measure the feature

diversity of the test sets. These two metrics are used for comparing the feature diversity of the

tests generated by CIT4DNN and DeepHyperion-CS to answer RQ2.

DeepHyperion-CS uses Luminosity (Lum), Moves (Mov), and Orientation (Or) as the fea-

tures of the MNIST digits. The study ran CIT4DNN and DeepHyperion-CS for an hour each

and generated feature maps for test inputs generated by the two approaches for pairs of feature

combinations, (Or,Mov), (Or,Lum), (Mov,Lum). CIT4DNN is run with p=20, t=3, n=1, and

[di, do] ∈ {D1, D5, D1 +D5} to include both normal and rare inputs in the study. The study ran

DeepHyperion-CS for all 10 classes of MNIST and limited the overall runtime of the tool to one

hour. The number of CIT4DNN generated test inputs and the time to generate them are shown

in Table 6.4. CIT4DNN runs for 26 seconds for D1 and 116 seconds for D5; DeepHyperion-CS

runs for one hour. Eventhough CIT4DNN could have been run for a full hour by using n = 25, the

study only used n = 1 for these studies; therefore, the results presented underestimate the feature

diversity that could have been achieved by CIT4DNN given an hour.

This experiment is repeated 10 times with the FC and CS metrics being measured for each

of the feature maps. Box plots of the results are shown in Figure 6.6. The study performed a

Mann-Whitney U Test and the results show that rare inputs (D5) have better FC and CS values

when compared to normal inputs (D1). Additionally, a test set with both rare and normal inputs

(D1 +D5) outperforms both DeepHyperion-CS and test sets generated for normal or rare inputs

alone. These all hold with significance; p-values for all less than 0.05.

Using FC and CS metrics, the research conducts two studies to demonstrate how the partition

granularity, p, and the strength of CIT, t, of CIT4DNN impact diversity. For the partition gran-

ularity study, test sets are generated for p ∈ {4, 8, 16, 20} while keeping [di, do], t and n fixed to
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Figure 6.6: Filled Cells and Coverage Sparseness of test sets generated by DeepHyperion-CS and
CIT4DNN(2σ, di, do, 3, 20, 1), where [di, do] ∈ {D1, D5, D1 +D5}, for the MNIST dataset.

Figure 6.7: Filled Cells and Coverage Sparseness of test sets generated by CIT4DNNCIT4DNN(2σ,
0, .99, 3, p, 1), where p ∈ {4, 8, 16, 20}, for the MNIST dataset.
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(0, .99), 3 and 1 respectively. Figure 6.7 shows the FC and CS measured for the generated test sets.

Mann-Whitney U Test is used to study whether M(p = 4) < M(p = 8), M(p = 8) < M(p = 16)

and M(p = 16) < M(p = 20) where M ∈ {FC,CS}. All three tests are performed for 3 feature

combinations, resulting in 9 Mann-Whitney U Tests for each metric. The test passed for 9 out of 9

configurations for FC and 7 out of 9 configurations for CS with p-values less than 0.05. The tests

failed for CS(p = 4) < CS(p = 8) for (Mov,Lum) and M(p = 16) < M(p = 20) for (Or,Mov)

feature combinations. Similarly to the partition granularity study, to study the effect of t on diver-

sity, test sets are generated for t ∈ {1, 2, 3} while keeping [di, do], p and n fixed to (0, .99), 20 and

1 respectively. Mann-Whitney U Tests for M(t = 1) < M(t = 2), and M(t = 2) < M(t = 3) where

M ∈ {FC,CS} indicate that diversity increases with t for all the feature combinations tested with

p-values less than 0.05.

RQ2 Finding: CIT4DNN generates diverse test inputs when compared to

DeepHyperion-CS. For the configurations of p and t studied in the research ques-

tion, diversity increases with both p and t, with increasing t leading to better

diversity than increasing p.

RQ3: How does fault density vary with the latent distribution?

This study uses different target density regions, D1 − D5, to generate normal and rare inputs.

These density ranges include a broad range of cumulative densities in the latent space. The study

measures the number of fault-revealing test inputs in each density partition to study the distribution

of faults in the latent space. MNIST, Fashion, SVHN, TaxiNet, and Udacity are used in the study.

The study varies [di, do] while p, t and n are set to 20, 3, and 1 respectively. Table 6.3 shows the

average number of faults identified by the differential test oracles for each of the density partitions

across 10 repetitions of the experiment. Due to the low standard deviation of the number of faults

across all the configurations, which is at most 45, only average values are shown in the table.

Since D3 ⊆ D2 ⊆ D1, the faults detected in D1 might include faults present in D3. Neverthe-

less, the results show that across the datasets there is an increase in the number of faults detected

moving from D1 to D3, except for Udacity. Generally, the test set size increases across this range,

except for Udacity which could explain the lack of increased fault detection. Recall that varying

the target density can change the RCCA size and the extent of that change will vary with k, which
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Dataset Metric D1 D2 D3 D4 D5 D5/D1

MNIST
#tests 14658 14668 15421 15825 16073 1.09
#faults 768 795 1266 1792 3145 4.09

Fashion
#tests 17777 17791 18037 18227 18366 1.03
#faults 4341 4324 4575 4659 4953 1.14

SVHN
#tests 29702 29698 29703 29711 29717 1.00
#faults 5537 5519 5998 6492 7320 1.32

TaxiNet
#tests 13504 13534 14660 15171 15446 1.14
#faults 1739 1720 2254 2480 2626 1.51

Udacity
#tests 26028 26014 26025 26056 26071 1.00
#faults 1567 1565 1560 1503 1559 0.99

Table 6.3: Number of tests (#tests) and faults (#faults) generated by CIT4DNN(2σ, di, do, 3, 20,
1), where [di, do] ∈ D1−D5.

varies across the VAEs used for these datasets (Table 6.2). Comparing rare input to normal den-

sity region (D5/D1) reveals that the increase in test size alone does not explain the increase in the

number of faults detected. This is especially true for datasets like MNIST and SVHN.

RQ3 Finding: The research results indicate an increase in faults detected that is

out of proportion to the increase in test set size with decreasing input probability,

which suggests that fault density increases as input density decreases.

RQ4: How cost-effective is CIT4DNN in targeting normal and rare inputs?

This study demonstrates the effectiveness of CIT4DNN in generating normal and rare inputs by

comparing against random sampling in the latent space and SINVAD [61]. The study considers

SINVAD as a baseline since it is a recently published generative-model based approach, and its

implementation is available. While manifold-based test generation [17] is also relevant and open-

sourced, it only generates normal inputs, and it would be unfair to use it as a baseline for rare

input testing. The primary cost metric of the study is test generation time, but the number of tests

generated is also reported by each technique since this can influence clients of the generated tests,

e.g., when running a test set multiple times. The primary effectiveness metric used by the study

is total 3-way coverage, which, as shown in RQ1 and RQ2, is capable of generating realistic and

feature-diverse tests, but the second part of this RQ also reports fault detection as an effectiveness

metric.

Random Baseline The random baseline generates tests by drawing n samples from the Gaus-

sian prior of a VAE, V , as Byun et al. [17] proposed, and is equivalent to CIT4DNN(V, 0, 1, 1, 1, n).
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For each approach, the experiment terminates either when it achieves 100% total 3-way coverage or

the runtime exceeds one hour. A server with an AMD EPYC 7742, 2.25GHz CPU with 128GB of

memory is used for running the experiment. Two random sampling configurations are used in the

study to ensure that the coverage measurement overhead of random sampling does not dominate the

study results. The first configuration, Random-1K, incrementally adds 1000 test inputs to the test

set until the algorithm meets the termination criteria, whereas the second configuration, Random-

1M, adds test inputs at one million granularity. Random-1M is used only when Random-1K fails

to terminate with 100% total 3-way coverage. CIT4DNN is configured for two target densities, D1

and D5, to study normal and rare inputs respectively with p=20, t=3, and n=1.

Table 6.4 reports the metrics for CIT4DNN and the random baseline for five datasets. The

number of tests is divided into the number sampled and the number that is feasible relative to the

target density range. For the high-density region, D1, most random samples are feasible, but this

is not the case for the low-density region, D5. The hit rate of random sampling allows it to achieve

100% coverage, reported as a 1 in the table, within the timeout for D1, but requires between 3.3 and

7.2 times the number of tests generated by CIT4DNN. Moreover, CIT4DNN generates those tests

up to 7 times faster. In the low-density space, the story is very different. Random sampling cannot

hit the target density range frequently causing it to timeout and fail to achieve 100% coverage. In

contrast, while CIT4DNN incurs increased cost in D5, those costs are comparable to the time for

random on D1 for 4 of the datasets. CIT4DNN achieves 100% coverage by construction and the

projection technique never fails to map a sampled input to the target density range.

SINVAD Since SINVAD only supports classification datasets, only MNIST, Fashion, and

SVHN are used in the experiment. CIT4DNN is configured for two target densities, D1 and

D4, to study normal and rare inputs respectively with p=20, t=3, and n=1.The differential testing

algorithm and the DNN networks provided in the SINVAD artifact [119] are used for test gener-

ation and the test oracles in the study. The study ran each technique until either the generated

tests achieve 100% total 3-way coverage or the total runtime exceeds five hours. Since SINVAD

has high runtime costs, it was run on a server with an 11GB Nvidia GTX1080Ti GPU, an Intel

Xeon E5-2620 2.10GHz CPU and 128GB RAM for the experiment. SINVAD timed out for all runs,

whereas CIT4DNN for n=1 ran in less than 15 minutes just on a CPU across each of dataset.

Figure 6.8 reports the detected faults and coverage ratios of SINVAD relative to CIT4DNN
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Figure 6.8: Number of fault-revealing inputs (Faults) and total 3-way coverage (Coverage) of the
tests generated by SINVAD normalized with respect to the values measured for CIT4DNN across
datasets for D1 (left) and D4 (right).

Dataset Approach
D1 D5

Feasible/ 3-way Time Feasible/ 3-way Time
Generated Cov. (s) Generated Cov. (s)

MNIST
CIT4DNN 14.6k/14.6k 1 15 16.1k/16.1k 1 74
Random 98.9k/100k 1 137 158k/1.5B 0.88 3602

Fashion
CIT4DNN 17.8k/17.8k 1 24 18.4k/18.4k 1 110
Random 98.6k/99.6k 1 172 132k/1.3B 0.93 3602

SVHN
CIT4DNN 29.7k/29.7k 1 95 29.7k/29.7k 1 481
Random 97.6k/98.6k 1 847 53.9k/543M 0.97 3606

TaxiNet
CIT4DNN 13.5k/13.5k 1 13 15.4k/15.4k 1 64
Random 96.1k/97.1k 1 124 169k/1.7B 0.85 3602

Udacity
CIT4DNN 26.0k/26.0k 1 65 26.1k/26.1k 1 312
Random 98.4k/99.4k 1 455 72.5k/733M 0.97 3604

Table 6.4: Comparison of CIT4DNN(2σ, di, do, 3, 20, 1) to Random baselines in terms of number
of generated tests, number of feasible tests, 3-way coverage, and test generation time for D1 and
D5.
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metrics across D1 and D4. The box plots are computed with 10 repetitions of the experiment. The

D1 results show that CIT4DNN yields a 5-fold increase in total 3-way coverage when compared to

SINVAD and that CIT4DNN is better than SINVAD with respect to the number of faults for 2 out

of 3 cases in the D1 study. For MNIST, SINVAD detected 842 faults and CIT4DNN only 671. The

study then ran CIT4DNN with n = 2 and found that it detected 1339 faults, an improvement of

1.6 times relative to SINVAD. Running with n = 2 involves permuting the columns of the covering

array, which allows tests to be generated for D1 in 50 seconds – 360 times faster than SINVAD.

More broadly, the study results show that the cost of CIT4DNN grows linearly with n as does its

fault detection effectiveness. The D4 results in Figure 6.8 indicate that CIT4DNN yields more than

a 50-fold improvement in faults detected and total 3-way coverage across all datasets used in the

study.

RQ4 Finding: CIT4DNN is cost-effective in generating normal and rare inputs

and achieving 100% total 3-way coverage when compared to random sampling

and SINVAD. While CIT4DNN is not a fault-directed technique it outperforms

SINVAD in fault-detection while running more than 140 times faster.

6.5.4 Threats to Validity

To mitigate the threats to internal validity, this research reused an existing CIT algorithm as a

starting point2 as well as existing DNN model architectures and baselines. This research used

the default hyperparameters when training the models and for running the baselines. For the

components developed for CIT4DNN, the results were manually cross-checked for any anomalies

in the data. For example, the AETG-SAT algorithm [29] was extended with an SMT solver for

generating the covering arrays. To ensure the validity of the modified artifact, it was verified

whether the generated covering arrays meet the test adequacy criterion and latent samples generated

from the covering arrays satisfy the SMT constraints.

To mitigate the threats to external validity, this research designed the experimental studies to

explore a range of configuration parameters of CIT4DNN and recently published baselines. The

study presented in Section 6.5 guides users in selecting VAEs for generalizing CIT4DNN to other

datasets. Five datasets representing different data domains are used in the studies. However, all

2We thank Myra Cohen for sharing the implementation in [29] with us.
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the datasets use image inputs; generative models are available for other domains [101, 153], and

future work could explore extending CIT4DNN to speech and text datasets.
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Chapter 7

Related Work

DNN testing is an active research area with a number of testing techniques developed to address

the challenges of testing these systems in terms of test coverage criteria, test generation, and test

oracles [152, 57, 99, 129, 47, 144, 155, 135, 106, 61, 17]. A majority of the research is focused on

white-box test coverage metrics and test generation algorithms guided by these coverage metrics.

The white-box test coverage metrics are developed over the domain of the neuron activations of

the DNN under test [99, 84, 65]. There is also recent research on using deep generative models for

DNN testing with research objectives similar to this research [17, 149, 61]. This section describes

the existing research on DNN testing techniques and their limitations.

7.1 Test Coverage Criteria

In traditional software testing, test coverage criteria are used to measure how thoroughly a software

is tested. Most practical coverage criteria, e.g., [137], use the structure of the software system to

make this assessment, e.g., the percentage of statements or branch outcomes covered by a test suite.

Similar to structural software coverage criteria, coverage criteria for DNNs have been proposed by

various research efforts.

7.1.1 Using Neuron Activation Traces

Pei et al. proposed neuron coverage (NC) as a metric for measuring the test coverage of DNNs [99].

For a given test suite, neuron coverage is measured as the ratio of the number of unique neu-
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rons whose output exceeds a specified threshold value to the total number of neurons present in

the DNN. Ma et al. proposed extended neuron coverage criteria including k-multisection neu-

ron coverage (KMNC), neuron boundary coverage (NBC), and strong neuron activation coverage

(SNAC) [84]. These coverage criteria can be used to determine whether a test case falls in the major

functional region or corner case region of a DNN. The major and corner case regions are defined

with respect to the neuron activation traces of the training dataset. DeepCover proposed Modified

Condition/Decision Coverage variants for DNNs that are based on the sign and value change of

a neuron’s activation to capture the causal changes in the test inputs [126]. Ma et al. proposed

combinatorial test coverage to measure the combinations of neuron activations and deactivations

covered by a test suite in DeepCT [83].

Surprise Adequacy proposed two white-box test adequacy measures, Likelihood-based Surprise

Adequacy (LSA) and Distance-based Surprise Adequacy (DSA) for measuring test coverage [65].

Surprise Adequacy measures how surprising a test input is with respect to the training dataset

using kernel density estimation for Likelihood-based Surprise Adequacy, and distance between the

neuron activations of the test input and the training data for Distance-based Surprise Adequacy.

The test coverage is calculated by partitioning the domain of the surprise values into intervals and

measuring the fraction of intervals covered by a test suite. A performance-optimized implementation

of Surprise Adequacy and a Mahalanobis distance-based Surprise Adequacy metrics are proposed

that are cost-effective when compared to LSA [136, 66]. While the initial evaluation of Surprise

Adequacy was carried out using image classification datasets, another work extended Surprise

Adequacy to test a Natural Language Processing model [67].

Since both valid and invalid inputs can have similar neuron activation patterns, these techniques

cannot distinguish between valid and invalid inputs as described by the challenge C2 . Also, these

techniques do not assess how much of the input data distribution is covered systematically thereby

making the testing inadequate with respect to the feature diversity used in testing which implies

that they cannot address the challenge C2 . IDC addresses both these challenges by using an OOD

Filter to avoid using invalid inputs and measuring test adequacy over the systematic coverage of

the feature interactions of the input data distribution.

DeepCT [83] similar to IDC, applies Combinatorial Interaction Testing to measure DNN test

coverage. Unlike IDC, it is a white-box coverage technique and the key difference between IDC
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and DeepCT is that for IDC, the combinatorial space is a partitioned latent space that represents

the input distribution which makes it black-box whereas DeepCT uses the latent space of the DNN

under test which makes it white-box. Also, IDC has a known mathematical structure for the latent

space to compute the feasible coverage domain, and to partition the latent space in a meaningful

way. DeepCT does not have a notion of a feasible coverage domain since the structure of the latent

space of a DNN can be an arbitrary manifold.

Similar to this research, there have been multiple research studies demonstrating the limitations

of the DNN test coverage criteria [49, 78, 112, 148]. While this current research demonstrated the

limitations of existing coverage metrics in not distinguishing between valid and invalid inputs,

other work also studied the correlation of the test coverage metrics with the model quality. Sekhon

et al. demonstrated that neuron coverage can easily be saturated and faults exist beyond 100%

neuron coverage [112]. Harel-Canada et al. conducted a study on neuron coverage and their results

demonstrate that neuron coverage does not correlate with fault detection, naturalness of inputs,

and output impartiality [49]. Li et al. studied coverage metrics proposed in DeepXplore [99],

DeepCT [83], and DeepCover [126], and the study results demonstrated that the high coverage

reported by the coverage metrics is due to adversary-oriented search but not the structural coverage,

and the coverage metrics are not effective in detecting faults in natural inputs [78]. Shenao et al.

studied the correlation between model quality and coverage criteria using the coverage metrics

proposed in DeepXplore [99], DeepGauge [84], and Surprise Adequacy [65] [148]. Their study

results show that the coverage metrics have a low correlation with the model quality in the presence

of adversarial inputs, cannot distinguish between benign and adversarial samples, and adversarial

test generation guided by these criteria adds larger perturbations when compared to gradient-based

methods resulting in unrealistic inputs [86, 18].

While IDC addresses the challenge of the naturalness and diversity of inputs by using the valid

input domain for testing, it is not designed to measure the adversarial robustness of DNNs. Hence

this research cannot be compared with other coverage metrics using robustness studies. Unlike

neuron coverage, IDC does not saturate easily and correlates with diversity and faults in natural

inputs as shown in Section 5.3. The fault detection capability of IDC can further be improved by

using finer partition granularity and higher strength of CIT which is left for future work.

Recent research proposed Neuron Path Coverage (NPC) that creates a decision graph of the
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neuron activations resulting from the training data and uses it as a domain to define control-flow

and data-flow based test coverage metrics [146]. NPC demonstrated a positive correlation with

fault detection using natural inputs and output impartiality. Neural Coverage (NLC) is another

recent work that showed a positive correlation with the diversity and fault-revealing capability of

test sets [150]. The research also showed that test generation guided by NLC resulted in mutations

that preserved the naturalness of the inputs. Studies are required to understand the correlation

between IDC and these recently proposed DNN test coverage metrics.

7.1.2 Using Latent Space

Byun et al. were the first to propose using the latent space of generative models as a test coverage

domain [15, 16]. Their work computes combinatorial coverage of the input data manifold by

exploiting the latent space of a VAE [68] and, similar to this research, they partition the dimensions

of the latent space to achieve this. Their technique suffers from several drawbacks - none of which

are discussed in their paper. First, they do not consider the presence of noise dimensions in the

latent space of the VAE which can occur with some frequency, and when they do they degrade

the accuracy of coverage information. Second, they completely ignore the notion of the feasibility

of the latent space used in testing that arises from the concentration of the latent distribution

which means that they cannot accurately compute the total size of the coverage domain. Third,

they compute coverage for out-of-distribution inputs which can yield completely invalid coverage

information since the VAE encoder will compute a latent vector for any input – whether in or

out of the distribution. Finally, and most importantly, they propose to measure full combinatorial

coverage which is intractable. While Byun et al.’s short paper neither describes in detail nor

conducts a substantial evaluation of manifold coverage, it is clear that the limitations described

here render it both intractable and inaccurate as a black-box coverage criterion for DNNs.

IDC addresses all these challenges by avoiding noise dimensions in measuring test coverage, uses

Alg. 2 to compute the total size of the feasible coverage domain, uses an OOD Filter to avoid invalid

inputs, and uses t-way combinatorial coverage instead of full combinatorial coverage to reduce the

test complexity.
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7.2 Test Generation

DNN test generation approaches generate test inputs by exploring either the input space or the

feature space [107]. Techniques such as DeepXplore, DeepTest, DLFuzz, and BET work on the

input space and generate test inputs by applying pixel-level transformations on seed inputs [99,

129, 47, 135]. The diversity of the generated tests is limited by the diversity of the seed inputs used

by these methods, and they can generate invalid inputs [34, 5]. As a result, these methods cannot

address the challenges C3 and C1 . DisTest addresses the challenge C1 by using the latent space

as a testing domain, which ensures the validity of the generated inputs. CIT4DNN addresses the

challenge C3 by generating test inputs through a systematic exploration of the partitioned latent

space that results in feature-diverse test inputs.

Test generation approaches that work on the feature space produce in-distribution tests. How-

ever, these approaches require a model representing the features of the input data distribution.

With such a model technique, DeepHyperion [155, 156], DeepJanus [106], and methods that apply

traditional CIT to ML [40, 27, 98] have been shown to be effective in covering the input feature

space and revealing faults. When such a model is available these approaches can be effective, but

they are costly for domain experts to construct and challenging to produce for high-dimensional

input spaces like those found in image DNNs as described by the challenge C4 . DisTest uses a

generative model to automatically learn the input features thereby addressing the challenge C4 .

In contrast to the above approaches, generative model-based approaches such as Manifold-Based

Test Generation, SINVAD, and DeepTraversal use the latent space of the generative models as a

feature domain for test generation, sidestepping the need for a human-defined model [17, 61, 149].

These techniques rely on the fact that a generative model learns to embed input space features

in the latent space of the model. CIT4DNN falls into the generative model-based test category

but differs from existing approaches since it (a) guarantees systematic latent space coverage which

yields a form of systematic feature diversity coverage addressing the challenge C3 and (b) has the

ability to efficiently and systematically target low-density input regions which may harbor faults

that address the challenge C5 .
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7.3 Mutation Testing

Mutation testing is used to evaluate the quality of a test suite. DeepMutation, MuNN, and Deep-

Crime propose mutation operators for testing DNNs [85, 115, 58]. The mutation operators used

by DeepCrime are based on an analysis of faults that can be introduced during the development

of deep learning models, which have the potential to better reflect real faults than those of Deep-

Mutation and MuNN [59]. DeepCrime addresses the stochastic nature of the DNN training in

generating mutants and can be used to generate killable, non-trivial, and non-redundant mutants

for testing DNNs [59, 58]. DeepCrime is also effective in identifying weak test sets with respect to

the confidence with which the network makes predictions for the inputs.

IDC research conducted a study on DeepCrime to understand the sensitivity of mutation op-

erators used by DeepCrime to feature diversity in test suites. The study results demonstrate the

necessity to incorporate mutation operators that test for failures in feature adequacy test sets.

DeepMetis is a test generation framework proposed to generate test inputs for achieving mutation

score adequacy [108]. Comparing DisTest and DeepMetis is left for future work.

7.4 Distribution-Aware Testing

There has been research on using the distribution of the observed data for both testing and training

purposes that was developed either concurrently with this research or after this research is pub-

lished. Berend et al. conducted empirical studies similar to this research to identify the limitations

of DNN methods that use invalid inputs [5]. Both their work and the research conducted in Chap-

ter 3 were published concurrently. However, the experimental treatment and the research questions

have little overlap. Also, this research proposed a method to incorporate data distribution in the

test generation which is not included in Berend et al.’s work.

Toledo et al. developed a method to incorporate input data distribution in DNN verification and

Validation [130]. Their approach results in enforcing the existing DNN falsification and verification

tools to generate counter-examples that belong to the input data distribution thereby reducing the

false property violations. Their technique similar to CIT4DNN uses the latent space and generator

to generate test inputs. However, they treat the latent space symbolically unlike CIT4DNN which

generates test descriptions resulting in systematic coverage of the partitioned latent space.
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Another work used the research conducted in Chapter 3 as one of the baselines and conducted

a study to assess the accuracy of the input validators, referred to as out-of-distribution detectors

in this work, against human validators [107]. Their study results show that DNN test input gener-

ators produce invalid inputs, and automated input validators have a good consensus with human

validators except for either too simple or too feature-rich datasets.

Khadka et al. developed a method to generate synthetic datasets to train Machine learning

models [63]. Their approach similar to the CIT4DNN, includes training a VAE and applying

CIT on the partitioned latent space to generate synthetic datasets with t-way coverage. However,

their goal is data generation for training machine learning models, whereas CIT4DNN focuses on

generation inputs for testing DNNs. While their work uses CIT, CIT4DNN uses constrained CIT on

the geometry of the latent space which means that, unlike CIT4DNN, their work cannot generate

inputs on a target density of the latent space. CIT4DNN does not require that the generative

model should have an encoder network that allows instantiating CIT4DNN with a broader variety

of generative models when compared to Khadka et al.’s work.

7.5 Test Oracles

A test oracle is an important aspect of software testing that helps in identifying the erroneous

behaviors of a system under test. A test oracle is a predicate relation formulated on the output

and the expected output of a software system. A test oracle passes a test when the output matches

the expected output and fails the test otherwise. For traditional software, expected outputs are

identified from the specifications. However, DNNs do not have well-defined specifications which

makes it challenging to develop test oracles for DNN testing.

Research has explored using differential and metamorphic test oracles for identifying the erro-

neous behaviors of DNNs. Research such as DeepXplore, MIT, and DISSECTOR use differential

test oracles [99, 123, 134]. They use multiple models or sub-models trained on the same dataset and

cross-reference their outputs to formulate the differential test oracle. DeepTest [129] and DeepHy-

perion [155] apply domain-specific transformations on the inputs to test DNNs using metamorphic

test oracles under the assumption that the transformations preserve the class category of the test

inputs.
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SelfOracle is a test oracle developed for testing autonomous driving scenarios [124]. This work

uses the reconstruction error as a metric for passing or failing the test inputs. SelfChecker uses

the outputs of the internal layers of the DNN under test as a cross-referencing test oracle [142].

A recent work ICOS formulates properties representing likely invariants from input data, training

data, and the machine learning algorithm to identify the violations for detecting the erroneous

inputs [46].

CIT4DNN is instantiated with a differential test oracle in this research. Studying the effective-

ness of CIT4DNN for other test oracles is left for future work.

121



Chapter 8

Conclusion and Future Work

DNN models are being widely used in applications such as healthcare, recommender systems, speech

recognition, and autonomous systems. Effective testing methodologies are required to assess the

quality of these models. Several methods have been proposed in the software engineering literature

to test DNNs including [99, 129, 125, 47, 95, 155, 106, 17, 61]. These methods can be categorized

into pixel-level manipulation based methods that apply pixel-level transformations on the seed

inputs and feature-level manipulation based methods that test DNNs by varying the features of

the observed data. Pixel-level manipulation based methods test DNNs with both valid and invalid

inputs. Using a large number of invalid inputs increase testing cost with little value, and invalid

inputs inflate test coverage thereby providing a false notion of test adequacy to the developers.

Also, pixel-level manipulation based methods cannot adequately test DNNs with feature-diverse

inputs. So the DNN testing research proposed feature-level manipulation based methods that

complement the pixel-level manipulation based methods to ensure the reliability of DNNs [155,

106, 59]. State-of-the-art feature-level manipulation based methods either use manual expertise

or generative models to formulate the feature space of the observed data [155, 156, 61, 17, 15].

The methods that rely on manual expertise are costly and cannot be applied to complex datasets,

whereas the methods that use generative models either do not systematically span the feature space

or they use full combinatorial testing on the feature space which is costly. None of the existing

methods can systematically test a target density of the feature space containing rare inputs of

the observed data. To address these challenges with the existing methods, this research developed

a comprehensive framework, DisTest, that incorporates a model of the input data distribution
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in the testing process. Two applications, a black-box test adequacy criterion, IDC, and a test

generation algorithm, CIT4DNN, are developed using DisTest to test DNNs systematically with

valid, feature-diverse, and rare test inputs.

8.1 Contributions

First, this research demonstrated the limitations of using invalid inputs in testing through empirical

studies and proposed a method for incorporating the data distribution in the testing process to

address the challenges with invalid inputs. The results showed that the DNN testing methods that

generate inputs by applying pixel-level manipulations on seed inputs produce a large number of

invalid inputs – those that lie off the training distribution as judged by state-of-the-art techniques

– thereby reducing the efficiency of the test generation process and, even worse, producing a large

number of tests that might be rejected as invalid during fault triage processes. Using a large number

of invalid inputs can lead test coverage techniques to value invalid tests inappropriately by achieving

or improving coverage from valid tests – this has the potential to bias test generation results. This

research proposed a method to address the limitations of testing methods that use invalid inputs

by coupling existing out-of-distribution detection techniques with test generation algorithms. A

study using a VAE-based OOD detection incorporated into an optimization-based test generation

was conducted to demonstrate that the approach is effective in significantly boosting the number

of valid test inputs generated and eliminating invalid tests.

Next, this research developed the DisTest framework and used it to develop a black-box test

adequacy criterion, IDC, that measures test adequacy as a function of the t-way feature interactions

present in a test set. IDC uses a generative model to automatically learn the features of the observed

data in a low-dimensional latent space and calculates test adequacy as a measure of the systematic

coverage of the partitioned latent space. As a result, the test adequacy measured by IDC reflects the

diversity with respect to the feature interactions present in a test set. Experimental studies on IDC

demonstrated that IDC is cost-effective in reflecting the feature interactions of a test suite, and it

has a positive correlation with the fault-revealing capability of the test suites. IDC is more sensitive

to the in-distribution test inputs generated using diverse test generation techniques when compared

to the existing white-box metrics. While existing white-box and mutation testing techniques focus
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on fault-detection effectiveness, IDC can complement these techniques by incorporating metrics

that capture input feature diversity into the testing process.

Finally, this research proposed a test generation algorithm over the DisTest framework, CIT4DNN,

that applies constrained combinatorial interaction testing [29] on a target density of the latent

space to generate diverse inputs that satisfy the feature interaction adequacy. CIT4DNN also gen-

erates rare inputs by formulating constraints to focus testing on a target density representing the

low-density region of the latent space where rare inputs are prevalent. CIT4DNN is the first cost-

effective approach for validating model behavior on rare inputs. This research demonstrated that

CIT4DNN is effective in generating feature-diverse test sets when compared to the state-of-the-art

approaches, is cost-effective for generating rare inputs, and is effective in revealing faults.

To summarize, this research proposed methods using input data distribution to overcome the

limitations of the existing DNN testing methods. This research resulted in two publications, and

the artifacts of this work are made available in GitHub for replicability and reproducibility [34, 35].

8.2 Future Work

This research can be extended using the following ideas. DisTest is a modular framework compris-

ing a generative model, out-of-distribution detector, combinatorial covering array generator, and

combinatorial coverage measurement tool. There is scope for extending this research beyond the

developed applications and module instantiations used in the experimental studies to improve the

generalizability of the framework.

For example, current research used a VAE for instantiating the DisTest framework [68, 32, 110].

However, any generative model with an autoencoder-based architecture and a standard normal

prior can be used for both IDC and CIT4DNN, such as autoencoder-based GANs [74, 87, 133,

23, 132]. Since CIT4DNN does not require an encoder module, it can be instantiated with a

broader choice of generative models including GANs [44, 22, 11]. This research leveraged the

properties of the standard normal distribution of the latent space whereas the recent advances

in the Machine Learning literature proposed generative models that use distributions such as a

hierarchical standard Normal distribution and discretized distribution for the latent space [132,

23, 133]. Future work can develop strategies to partition hierarchical and discretized latent priors
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and apply combinatorial testing on these priors for measuring test adequacy and test generation.

While this research studied DNN models trained for computer vision datasets, e.g., [75, 141,

94, 60], the applicability of DisTest is not limited to computer vision domains. DisTest can be used

for any datasets for which generative models can be trained. For example, generative models are

available for speech and text datasets, and future work can study the generalizability of DisTest to

these datasets [101, 153].

This research used differential test oracles in the studies. Future work can explore using other

test oracles proposed in the literature to study the relationship between test inputs and fault den-

sity [142, 124, 134, 46]. This research can also be extended using conditional generative models,

that generate inputs based on a user-specified class category [11, 121]. Using such models elimi-

nates the need for an explicit test oracle in the DisTest framework. However, training conditional

generative models requires labels for the training data which increases the framework setup cost.

Also, future research can exploit DisTest to develop novel approaches for defining test oracles

by leveraging the structure of the latent space. Similar samples are adjacent to each other in the

latent space and this property can be used for defining test oracles. For example, for input with a

known label the adjacent inputs in the neighborhood of the input in the latent space also should

have the same label. Such an oracle could be used to perform robustness testing of DNNs with

respect to feature variations in the inputs similar to the adversarial testing methods that measure

robustness with respect to pixel-level variations in the inputs. However, it is challenging to define

the neighborhood for inputs that are at the decision boundaries of the DNN under test.

The CIT4DNN test generation algorithm developed using the DisTest framework is black-box.

White-box test generation algorithms can be easily developed using the components of DisTest by

developing methods that use feedback from the DNN under test to guide the test generation. Such

methods have the capability to improve the fault-finding effectiveness of CIT4DNN.

Another potential research direction is to improve the scalability of the DisTest framework.

Generative models for complex datasets such as ImageNet [33] use a high dimensional latent space;

for example, BigGAN has a latent space with 128 dimensions [11]. A large number of latent

dimensions increase the runtime and memory cost of DisTest when used with CIT tools developed

for general-purpose testing. Future research could explore ideas to leverage the symmetry of the

latent space to improve the scalability of the CIT tools used in DisTest.
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Appendix A

Additional Experimental Data

Figure A.1: Total 3-way coverage and the number of test inputs obtained by augmenting the test
inputs with a relatively small number of inputs with previously unseen features in Treatment 1 and
a large number of inputs while holding the feature diversity fixed in Treatment 2. The experiment
is using the VAE configuration, DSP-B2.
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Figure A.2: Total 3-way coverage and the number of test inputs obtained by augmenting the test
inputs with a relatively small number of inputs with previously unseen features in Treatment 1 and
a large number of inputs while holding the feature diversity fixed in Treatment 2. The experiment
is using the VAE configuration, DSP-F.
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Figure A.3: The total 3-way coverage (top row) and the number of fault-revealing test inputs of the
test suites (2-4 rows) created using Fashion-MNIST dataset for the latent dimensions (z) of VAE
configurations FMN-B1, FMN-B2, FMN-F and FMN-T from Table 5.2. DNN models FMN-M1,
FMN-M2 and FMN-M3 from Table 6.1 are used for calculating the number of fault-revealing test
inputs in the test suites. Legend is not shown in the plots with more than 10 latent dimensions.
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Figure A.4: The total 3-way coverage (top row) and the number of fault-revealing test inputs
(2-4 rows) of the test suites created using CIFAR10 dataset for the latent dimensions (z) of VAE
configurations CIF-B1, CIF-B2, CIF-F and CIF-T from Table 5.2. DNN models CIF-M1, CIF-M2
and CIF-M3 from Table 6.1 are used for calculating the number of fault-revealing test inputs in
the test suites. Legend is not shown in the plots with more than 15 latent dimensions.
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